Mason Rodriguez Rand and Chris Simotas 9/25/2023 **ME 249 Project 2 Report**

**1. Introduction**

In project one we utilized genetic algorithms to model heat transport. In project two we explore an alternative approach by employing the Keras library which acts as an interface for constructing neural networks in TensorFlow. Keras, an open-source library, offers a suite of user-friendly features facilitating fine-tuning of model performance such as adjustments in network layers, parameters, activation functions, and more. To understand how changing these parameters affects our model, we began with a simple case by comparing a simple neuron model constructed with Keras and then with a First Principles approach. As we will see, the two are very similar and provide a useful reference for comparison. Next, we modeled a gas turbine system using the Keras neural network and evaluated its performance. Through manipulation of weight-updating algorithms, activation functions, weight intervals, and model architecture, we gained a deeper understanding of the tools within Keras and how to leverage them to reduce model error, convergence time, and computational load.

**2. Separation of Tasks**

We worked in lock-step through this project. For each task, we made sure to discuss before and after to ensure we were up to speed. Here is a list of the separation of tasks for Project 2:

● Task 1

○ Tasks 1.1, 1.2(a), and 1.2(b): Chris and Mason each individually completed Task 1.1 separately and then discussed results and trends.

○ Task 1.2(c): Mason created log-log plots and wrote discussion

○ Task 1.2(d): Chris trained network with 20% higher initial guesses and wrote discussion

● Task 2

○ Task 2.1, 2.2, and 2.3: Chris performed data processing and code modifications to the provided code. Chris also created the surface plot and analyzed/plotted results of network’s performance with test data

○ Task 2.4: Chris performed network model training for the various requested

configurations. Mason performed analysis and wrote the discussion.

**3. Task 1**

**3.1. Program Modifications**

While performing Task 1.1, we altered the gamma value shown below to explore the effect on the speed of the algorithm and fitness:

*CodeP2.1-F23*
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To run the neural network, we modified the number of epochs:

*CodeP2.2-F23*
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*CodeP2.2-F23*

*![](data:image/png;base64,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)*

**3.2. Discussion of First Principles and Keras Model Performance Using Initial Guesses Near Final Values**

We began our investigation into the Keras neural network by comparing its performance against the First Principles neural network. Using the same initial guesses, we split up and trained each model on our own to see how the performances compared.

The weights and biases for the two model types differed by only a few hundredths. This was expected as the First Principles and Keras neural networks are both models of the same simple neuron architecture. The errors for each of the model types were respectively low.

**Table 1.** Comparison of First Principle and Keras Best Models

| **Weights**  **and Biases** | **First Principles**  **(Chris)** | **Keras**  **First Principles**  **Keras**  **(Chris)**  **(Mason)**  **(Mason)** |
| --- | --- | --- |
| w01 | 1.220772 | 1.2121949 1.2223798 1.2096403 |
| w02 | 0.388512 | 0.35976085 0.390473 0.36096197 |
| w03 | 0.688697 | 0.7124708 0.690621 0.7128528 |
| b1 | -0.161311 | -0.14302076 -0.159386 -0.14252366 |
| w12 | 0.716665 | 0.7057795 0.71723853 0.70485824 |
| b2 | -0.128132 | -0.10898821 -0.1267453 -0.10959321 |
| w23  b3 | 0.696514  0.004317 | 0.681808 0.697113 0.6814442 0.02517959 0.005287745 0.02343724 |

Rms =√(E3) =

√(0.000285) = .0169

Error Loss = 0.0124489

Rms = √(E3) = √(0.0003488) = .0182

Error (loss) = 0.01246227

Examining the predicted output values from the dataset, as shown in **Table 2**, we see a similar relationship; both the First Principles and Keras models produce similar results. For each set of input conditions, each model better predicted a similar amount of y3 values than the First Principles approach.

**Table 2.** First Principle and Keras Best Models Performances

| **x01** | **x02** | **x03** | **Y3**  **data** | **First Principles**  **Keras**  **First**  **Predicted y3**  **Predicted y3**  **Principles**  **(Chris)**  **(Chris)**  **Predicted y3**  **(Mason)** | **Keras**  **Predicted y3 (Mason)** |
| --- | --- | --- | --- | --- | --- |
| 20.0 | 13.0 | 310.8 | 30.97 | 31.06 31.13 31.29 | 30.99 |
| 20.0 | 14.5 | 308.0 | 32.3 | 31.61 31.61 31.85 | 32.20 |
| 20.0 | 15.3 | 306.0 | 31.5 | 31.88 31.85 32.12 | 31.69 |
| 20.2 | 13.0 | 310.8 | 30.91 | 31.26 31.32 31.49 | 30.92 |
| 20.0 | 14.5 | 308.0 | 32.5 | 31.61 31.61 31.85 | 32.40 |

20.0 15.3 306.0 31.4 31.88 32.03 32.13 31.40 24.0 13.0 310.8 35.59 34.97 34.87 35.22 35.53 36.0 14.5 308.0 46.4 47.25 46.58 47.53 46.40

**Figure 1** shows model performance visually with a log-log plot of predicted vs actual *y3* values. Overall, the two models’ outputs were fairly similar. However as the real *y3* value increased, the difference between the predicted *y3* values for each model grew.

|  |
| --- |

**Figure 1.** Log-Log Plot of First-Principles vs. Keras Model Performance

To understand how this difference occurred, we looked at each model’s setup and implementation. Both models were set up very similarly, with three dense layers; the input layer with 4 parameters (3 weights and 1 bias), and the middle and output layers with 2 parameters (1

weight and 1 bias). Additionally, we gave each model the same starting initial weights and biases. Both models operated on the same principle with each epoch consisting of one forward pass and one backward pass utilizing the same simple gradient descent backpropagation algorithm. They each also employ the exponential linear unit function as their activation function and utilize the same data normalized in the same manner. Therefore, we could rule out most model errors as caused by differences in model setup and instead look to implementation.

In both models, we varied the learning rate gamma and the number of epochs. Varying epoch values did not have nearly as large an effect on final ypredicted when training in both models as varying the learning parameter. While varying the number of epochs helped reach the established loss cutoff value in each case, the learning parameter directly influenced the value of each weight and bias backpropagation adjustment. Specifically, the learning parameter affected the path the model took in the solution space towards a minimum, and thus is most likely the reason for the divergence between the two models in **Figure 1**. Adjusting epochs only altered model convergence time. Additionally, as seen in the log-log plot, the two models differ more at higher y3 values. This is largely due to the differences in learning parameters used as the learning parameter is multiplied by the expression [(0− E3 ) / (∂E3 / ∂w01)] for each weight and bias in the model. At larger y values, the contribution of this expression to its respective individual weight or bias has a larger influence on growing or shrinking ypredicted overall.

Furthermore, the two models differed in their execution and speed to convergence. When fine tuned to the goldilocks zone of 0.018 to 0.025, the First Principles model performed with its best fitness at only 200 epochs. When the learning parameter was not in that range, the model struggled to converge towards its best fitness. On the other hand, it seemed that no matter what learning rate we gave the Keras model, it converged close to its best performance. However, it often took around 400 epochs to get near its best fitness and then another training round of 400 epochs to further improve the model to its best fitness.

**3.3. Discussion of First Principle and Keras Model Performance Initial Guesses >20% Than Previous Initial Guesses**

To expand our investigation, we examined model sensitivity to initial guesses, which were very near the final weights and biases of the models in Section 3.2. Thus, we multiplied each initial guess by 20%.

Larger initial guesses only affected the convergence rate of one of the two models. After only needing 200 epochs and a fine tuned learning rate to converge previously, the First Principles model required 400 epochs to converge on a solution with a similar RMS as before. In contrast, the Keras model's convergence rate remained unaffected by the revised initial guesses, achieving convergence within a similar epoch count as before. Moreover, the First Principles model was again sensitive to the inputted learning rate. The model struggled to converge on a solution when the learning rate was not within its goldilocks zone of 0.018 to 0.025. The Keras model again was not greatly impacted by the inputted learning rate. The models’ performances and builds are shown in **Table 3 and Table 4**, respectively.

**Table 3.** Chris’s Task 1 First Principle and Keras Best Model Parameters

| **Weights**  **and Biases** | **Original Guesses - First Principles**  **Model** | **Original Guesses -**  **20% Higher**  **20% Higher**  **Keras Model**  **Guesses -**  **Guesses -**  **First Principles**  **Keras Model**  **Model** |
| --- | --- | --- |
| EPOCHS | 200 | 800 400 800 |
| w01 | 1.220772 | 1.212195 1.422032 1.287018 |
| w02 | 0.388512 | 0.359761 0.296788 0.361990 |
| w03 | 0.688697 | 0.712471 0.696169 0.699549 |
| b1 | -0.161311 | -0.143021 0.033124 0.042590 |
| w12 | 0.716665 | 0.705780 0.591270 0.672685 |
| b2 | -0.128132 | -0.108988 0.035171 0.040003 |
| w23 | 0.696514 | 0.681808 0.736035 0.673418 |
| b3 | 0.004317 | 0.025180 -0.109486 -0.128770 |

RMS =√(E3) =

√(0.000285) = 0.0169

Error = 0.0124489 RMS = √(E3) = √(0.0003304) =

0.0182

Error = 0.012486

**Table 4.** Chris’s Task 1 First Principle and Keras Best Model Parameters

| **x01** | **x02** | **x03** | **Y3**  **data** | **Original**  **Original**  **20% Higher**  **Guesses -**  **Guesses -**  **Guesses -**  **First Principles**  **Keras**  **First Principles**  **Predicted y3**  **Predicted y3**  **Predicted y3** | **20% Higher Guesses -**  **Keras**  **Predicted y3** |
| --- | --- | --- | --- | --- | --- |
| 20.0 | 13.0 | 310.8 | 30.97 | 31.06 31.13 31.27 | 31.15 |
| 20.0 | 14.5 | 308.0 | 32.3 | 31.61 31.61 31.61 | 31.61 |
| 20.0 | 15.3 | 306.0 | 31.5 | 31.88 31.85 31.78 | 31.84 |
| 20.2 | 13.0 | 310.8 | 30.91 | 31.26 31.32 31.47 | 31.34 |
| 20.0 | 14.5 | 308.0 | 32.5 | 31.61 31.61 31.61 | 31.61 |

20.0 15.3 306.0 31.4 31.88 32.03 31.78 32.02 24.0 13.0 310.8 35.59 34.97 34.87 35.24 34.89 36.0 14.5 308.0 46.4 47.25 46.58 47.49 46.57

Surprisingly for this round of initial guesses, both the First Principles and Keras neural networks built models with different weights and biases as before. Per **Table 3**, the magnitudes of *b1*, *b2*, and *b3* flipped between the two initial guess sets for both models. However, since the biases serve as correction factors that get summed into each simple neuron, a change in their magnitudes are not as influential as if a weight’s magnitude changed.

On the other hand, the weights were more consistent between the two sets of guesses. For the Keras model, the percent changes of the weights were less than 5%. The First Principles model experienced more variation with both *w01* and *w12* having a percent change of around 16% and *w02* having a percent change of 24%.

Nevertheless, even with all of the differences between the model’s parameters, all of them converged on solutions with similar fitness. As shown in **Table 4**, given the same input values, they predict *y3* values close to the actual measured *y3* values. While the Keras and (especially) the First Principles models proved to be sensitive to the initial guesses, they were still able to converge on strong solutions. In the wide expansive solution space, there are clearly many local minimums that exist.

**4. Task 2**

**4.1. Program Modifications**

To prep the input data for Task 2, we added in lines of code to calculate the median values of all inputs to normalize the data:

*CodeP2.4-F23*
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We completed the lines of code to initialize the layers of Keras neural network:

*CodeP2.4-F23*
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When analyzing the various activation functions, layer structures, and weight intervals of the Keras model utilizing the genetic algorithm, we modified the below lines of code:

*CodeP2.5-F23*
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**4.2. Discussion of Keras Model With Backpropagation**

We continued our investigations into the performance of the Keras neural network by modeling a gas turbine system. Specifically in this first instance, the model was built using backpropagation to update the weights of the model each epoch.

The gas turbine system involves air entering the compressor at atmospheric pressure and an air inlet temperature, *T1.* After compression, the air undergoes a heating process in the regenerator, transferring waste heat from the turbine exhaust. Solar thermal heat input, *Qs\_dot*, in the exchanger further elevates the temperature. Finally, the air passes through a burner where a fuel of a fuel propane mole fraction, *ɣ,* is injected and burned to achieve the desired temperature or the post-fuel burn temperature, *T4.*

The optimization of a gas turbine system revolves around maximizing the *T4*temperature. As noted prior, *T1*, *Qs\_dot*, and *ɣ* are all operating conditions that play a role in how effective the system can raise *T4*to maximize efficiency. However, if these operating conditions are lower than expected, the air-to-fuel ratio, *ɑ,* can be adjusted per the values of *T1*, *Qs\_dot*, and *ɣ*, to ensure the system system maximizes *T4*. Knowing this relationship, we can build a Keras model off of the inputs of *T1*, *Qs\_dot*, and *ɣ* to output the required *ɑ* to maximize the system’s performance and efficiency, η*sys*.

After training the model several times, slowly lowering the learning parameter from 0.001 to 0.0001 to refine the optimization, we were able to finish with a model that reported a mean absolute error of 3.37% as shown in **Table 5**.

**Table 5.** Gas Turbine Model with Backpropagation Performance

|  |
| --- |
| Lowest Mean  Absolute Error |

**Keras Model with Backpropagation** 0.033864

Fixing *ɣ* to 0.25, we decided to plot the relationship of the inputs *T1* and *Qs\_dot* against *ɑ*, as shown in **Figure 2**, to see if any patterns appear. The striking first observation is that the relationship appears to be linear as the surface plot is flat, resembling a flat piece of paper with a fold in its middle. As *T1* and *Qs\_dot* increase, *ɑ* increases at a linear rate. In fact, considering the scaling of the axes and range of inputs, *T1* appears to have a greater impact on *ɑ* more than *Qs\_dot*. This can be seen as *ɑ* increases at a faster rate in respect to *T1*than *Qs\_dot.* However, in the selected range of *T1, T1* can only increase so greatly. Therefore, it will be more beneficial to maximize *Qs\_dot* if one is hoping to maximize *ɑ*, which checks out with our understanding of the system. The higher solar thermal input rate, the greater the temperature and the less fuel will be needed (a higher *ɑ* value) to obtain the desired *T4*. It is also important to note that the slope of *ɑ* in respect to each of the dependent variables, *T1* or *Qs\_dot*, is affected by the other dependent variable when held constant. For example, according to **Figure 2**, the rate increase of *ɑ* to *Qs\_dot*

is greater at a *T1* of 270K than 320K. On a similar note, even though linear, the rate increase of *ɑ* is greater when *Qs\_dot* is greater than 1750W compared to below that threshold. From all of these observations, there are two key insights we can conclude about the relationships between the selected ranges for *T1*, *Qs\_dot*, and *ɑ*: 1) a lower fuel to air ratio (the inverse of *ɑ*) is required for lower inlet temperatures and solar heat input and 2) the solar heat input rate is the main indicator of the required air to fuel ratio to maintain *T4*.

|  |
| --- |

**Figure 2.** Required Air to Fuel Ratio at Gamma = 0.25

Considering the promising performance of the model, we tested the model against a set of validation data with the main goal to see if the model is overfitting. Overall, the model performed well, however, with a slight bias. The root mean square relative deviation (RMSD) between the predicted and actual *ɑ* values was 6.28% showing strong correlation.

**Table 6.** Gas Turbine Model with Backpropagation Performance With Validation Data

|  |
| --- |
| RMS Relative Deviation |

**Keras Model With Backpropagation**

0.062814

Yet, looking at a plot of the *ɑ* predicted versus measured in **Figure 3**, we noticed that the model produced strong linear fit, but it was biased by an offset of around 2 points. In other words, the model consistently outputted a predicted *ɑ* greater than the measured *ɑ.* The most possible reasons for this bias or discrepancy can be attributed to the model overfitting the original dataset, the model lacking the required structure complexity, or the model requiring more input variables. Considering the low RMSD and the fact that the model’s regression line is only slightly off a perfect fit, training the data more thoroughly with a larger dataset would most likely be the best solution.

|  |
| --- |

**Figure 3.** Log-Log Plot of Alpha Predicted Vs. Measured

**4.3. Discussion of Keras Model With Genetic Algorithm**

With better knowledge of the performance of the Keras model using backpropagation, we wondered how this Keras model compares to the genetic algorithms we explored in our last project. Would updating the model’s weights using a genetic algorithm improve performance? To find out, we ran six different cases of the Keras model utilizing the genetic algorithm and various neural network layers, activation functions, and weight/bias ranges. **Table 7** shows our results. **Figures 4** through **9** show how each case’s predicted *ɑ* compared with the measured *ɑ* of the dataset.

**Note:** The project instructions asked to run each case several times. However, we were only able to run each case at least once as each averaged 3 - 4 hours to process. We also paid for the upgraded Google Colab Pro in order to slightly shorten this training time on one of our machines to around 2.5 hours. Only one of our two machines successfully trained over 1500 generations as the other stopped training usually around 500-900 generations. We attribute this as likely to lack of memory or settings within Google Chrome pausing background processes. We plan to find another solution to this issue in future projects. Other than exploring Google Chrome or Google Colab settings issues, we can explore other ways to increase system memory. One possible idea for example is to play with batch size as mini batches can help reduce RAM usage.

**Table 7: Genetic Algorithm Parameters and Results**

| **Case** | **1** | **2** | **3** | **4 5** | **6** |
| --- | --- | --- | --- | --- | --- |
| NN layers | 4,8,4,2 | 4,8,4,2 | 4,8,4,2 | 4,8,4,2 4,5,4,3,2 | 4,5,4,3,2 |
| Act. Funct. | relu | elu | relu | elu relu | elu |
| w,b min val | -0.9 | -0.9 | -2.9 | -0.4 -2.9 | -0.9 |
| w,b max val | 0.9 | 0.9 | 2.9 | 0.4 2.9 | 0.9 |
| Num\_solutions | 40 | 40 | 40 | 40 40 | 40 |

Number of

generations

(initial)\*

Best Fitness value

1500 1500 1500 1500 1500 1500

at end:26.635 26.84026.54023.0524 17.977 19.817 Corresponding

best combined mean absolute error (mae):

Number of

Generations until Convergence

0.0375440.037257 0.0376790.043379 0.055628 0.050462 1150 1175 1400 625 1500 1100

|  |
| --- |

**Figure 4**. Case 1 Predicted Alpha Against Measured Alpha

|  |
| --- |

**Figure 5**. Case 2 Predicted Alpha Against Measured Alpha

|  |
| --- |

**Figure 6**. Case 3 Predicted Alpha Against Measured Alpha

|  |
| --- |

**Figure 7**. Case 4 Predicted Alpha Against Measured Alpha

|  |
| --- |

**Figure 8**. Case 5 Predicted Alpha Against Measured Alpha

|  |
| --- |

**Figure 9**. Case 6 Predicted Alpha Against Measured Alpha

To compare the cases against each other, there are two main values of interest: 1) epochs to convergence and 2) fitness/mean absolute error (mae). From a birds-eye view of **Table 7,** it is clear that all of the manipulated parameters of the model have trade-offs. They all affect convergence and mae differently.

Examining the relationship between epochs and convergence first, it appears that the allowed ranges for the weights directly affected how quick the model took to converge. For example, when we increase the weights min and max boundary values to -2.9 to 2.9 in Cases 3 and 5, they both result in the most number of generations at 1400 and 1500 to converge, respectively. On the other hand, in Case 4, which had the smallest range for the weights of -0.4 to 0.4, the model converged the quickest needing only 625 epochs. However, this lines up with the logic that when you increase the allowed range of the weights, you are increasing the search area in the solution space for the model, which causes it to take more epochs.

On the note of fitness/mae, it does not appear that the allowed ranges for the weights has any reasonable impact on it above a certain threshold. A clear example is between Case 1 and Case 3 who perform similarly yet only differ in their weight bounds, which are -0.9 to 0.9 and -2.9 to 2.9 respectively. Case 4, using the smallest weight bounds of -0.4 to 0.4, does perform worse by 0.6% in terms of mae, yet we hypothesize these weight bounds are most likely below the required threshold for the model to be successful. In slight similarity, it appears that the activation function, whether its relu or elu, has little to no impact on the performance of the model. The performance of Case 1 and Case 2 and even Case 5 and Case 6 support this. In contrast, the network layers seemed to have the greatest impact on the model’s performance. Cases 4 and 5, imploring a five layer network, performed dramatically worse than their counterparts with a max mae difference of around 2%. This observation is supported by **Figures 4** through **Figure 9** as well. The predicted *ɑ*, especially in Cases 1-4 tend to hug tightly to the perfect fit line. On the other hand, the predicted *ɑ* of Cases 5-6 diverge slightly more, especially towards the max values. This is most likely a result of the five layer network overcomplicating the model for this scenario.

**4.4. Comparison of Keras Model With Backpropagation Versus Genetic Algorithm**

From our testing with the Keras model using a genetic algorithm, Case 2 led to our best result with an mae of 3.73%. In comparison, our Keras Model with backpropagation from Section 4.2 scored an mae value of 3.39%. In addition, all six test cases with the genetic algorithm required between 625-1500 generations to get near its best and final fitness with Case 2 requiring 1175 epochs. On the other hand, the Keras model with backpropagation only required about 1000 epochs. Beside the number of epochs, from the standpoint of total time to process, backpropagation only took a fraction of the amount of time (about 5 minutes) that the genetic algorithm took (over 2 hours). By these metrics, there is strong evidence to suggest that a neural network with a backpropagation algorithm performs slightly better than its genetic algorithm counterpart. Even if the genetic algorithm did perform slightly better in terms of mae, the considerable processing time to train the neural network detracted from any performance benefit.

In summary, we observed that backpropagation is efficient in terms of computational time and memory due to its gradient-based approach. On the other hand, while genetic algorithms are good at exploring a wide range of solutions because of their evolutionary processes, backpropagation excels at exploiting gradient information for rapid convergence. Of all the parameters we explored, we observed that choosing different activation functions, adjusting min and max boundary values on weights and biases, and the

number and distribution of parameters in neural network layers can all affect model convergence in the genetic algorithm case, but almost always experience tradeoffs in resulting model accuracy. Thus, for this problem, we found backpropagation to be a much more effective model.
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'''#Intro to Neural Network Modeling

# Python Neural Network Model of Spray Cooling Test System

>>>>> start CodeP2.1F23

V.P. Carey, ME249, Fall 2023'''

# version 3 print function

from \_\_future\_\_ import print\_function

# import math, numpy and other usefuk packages

import math

import numpy

%matplotlib inline

# importing the required module

import matplotlib.pyplot as plt

plt.rcParams['figure.figsize'] = [10, 8] # for square canvas

#assembling data array

#store array where rows are data vectors [x01, x02, x03, y3] xydata = []

#WHY ARE THESE VALUES DIVIDED BY THINGS? AND WHAT ARE THOSE THINGS?z

Mason Rodriguez Rand ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Oct 21, 2023

(edited Oct 21, 2023)

g = .04 -> E3 = 0.00034880440657169317

Mason Rodriguez Rand ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Oct 21, 2023

30 epochs + g = /04 => E3 = 0.000348804

xydata = [[20./20.2, 13.0/14.5, 310.8/308.0, 30.99/32.4], [20./20.2, 14.5/14.5, 308.0/308.0, 32.2/32.4]] xydata.append([20./20.2, 15.3/14.5, 306.0/308.0, 31.7/32.4])

xydata.append([20.2/20.2, 13.0/14.5, 310.8/308.0, 30.92/32.4])

xydata.append([20./20.2, 14.5/14.5, 308.0/308.0, 32.4/32.4])

xydata.append([20./20.2, 15.3/14.5, 306.0/308.0, 31.4/32.4])

xydata.append([24./20.2, 13.0/14.5, 310.8/308.0, 35.53/32.4])

xydata.append([36./20.2, 14.5/14.5, 308.0/308.0, 46.4/32.4])

print (xydata)

#set starting values

w01n = 1.23

w02n = 0.40

w03n = 0.70

b1n = -0.15

w12n = 0.72

b2n = -0.12

w23n = 0.7

b3n = 0.01

#start of batch loop

for k in range (0,30):

icount = 0

#initialize error and derivative parameters

E3ti = 0.

dE3da3 = 0.

dE3dw01ti = 0.

dE3dw02ti = 0.

dE3dw03ti = 0.

dE3db1ti = 0.

dE3dw12ti = 0.

dE3db2ti = 0.

dE3dw23ti = 0.

dE3db3ti = 0.

w01 = w01n

w02 = w02n

w03 = w03n

b1 = b1n

w12 = w12n

b2 = b2n

w23 = w23n

b3 = b3n

#doing calcuations for each data point

for i in range(0,8):

#compute activation functions and their derivatives

z1 = w01\*xydata[i][0]+w02\*xydata[i][1]+w03\*xydata[i][2]+b1

sig1 = z1

sigp1 = 1.0

if z1 < 0.0:

sig1 = math.exp(z1) - 1.0
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sigp1 = math.exp(z1)

a1 = sig1

z2 = w12\*a1+b2

sig2 = z2

sigp2 = 1.0

if z2 < 0.0:

sig2 = math.exp(z2) - 1.0

sigp2 = math.exp(z2)

a2 = sig2

z3 = w23\*a2+b3

sig3 = z3

sigp3 = 1.0

if z3 < 0.0:

sig3 = math.exp(z3) - 1.0

sigp3 = math.exp(z3)

a3 = sig3

#compute derivatives for backpropagation

#add to sum for batch average calculation

E3ti = E3ti +(a3 - xydata[i][3])\*(a3 - xydata[i][3]) #Squared error dE3da3 = 2.\*(a3 - xydata[i][3])

dE3dw01ti = dE3dw01ti + dE3da3\*sigp3\*w23\*sigp2\*w12\*sigp1\*xydata[i][0] dE3dw02ti = dE3dw02ti + dE3da3\*sigp3\*w23\*sigp2\*w12\*sigp1\*xydata[i][1] dE3dw03ti = dE3dw03ti + dE3da3\*sigp3\*w23\*sigp2\*w12\*sigp1\*xydata[i][2] dE3db1ti = dE3db1ti + dE3da3\*sigp3\*w23\*sigp2\*w12\*sigp1

dE3dw12ti = dE3dw12ti + dE3da3\*sigp3\*w23\*sigp2\*a1

dE3db2ti = dE3db2ti + dE3da3\*sigp3\*w23\*sigp2

dE3dw23ti = dE3dw23ti + dE3da3\*sigp3\*a2

dE3db3ti = dE3db3ti + dE3da3\*sigp3

icount = i + 1

# end calculations for each data point in batch

#compute batch averaged values

E3 = E3ti/icount

dE3dw01 = dE3dw01ti/icount

dE3dw02 = dE3dw02ti/icount

dE3dw03 = dE3dw03ti/icount

dE3db1 = dE3db1ti/icount

dE3dw12 = dE3dw12ti/icount

dE3db2 = dE3db2ti/icount

dE3dw23 = dE3dw23ti/icount

dE3db3 = dE3db3ti/icount

#set gam = learning rate

gam = 0.04

if E3 < 0.07:

gam = 0.009

w01n = w01 + gam\*(-E3)/dE3dw01

w02n = w02 + gam\*(-E3)/dE3dw02

w03n = w03 + gam\*(-E3)/dE3dw03

b1n = b1 + gam\*(-E3)/dE3db1

w12n = w12 + gam\*(-E3)/dE3dw12

b2n = b2 + gam\*(-E3)/dE3db2

w23n = w23 + gam\*(-E3)/dE3dw23

b3n = b3 + gam\*(-E3)/dE3db3

#printing for each iteration

print ('last w01, w02, w03, w12, w23:')

print ('last b1, b2, b3:')

print (w01, w02, w03, w12, w23)

print (b1, b2, b3)

print ('E3 = ', E3, 'icount =', icount)

print ('next ws:', w01n, w02n, w03n, w12n, w23n)

print ('next bs:', b1n, b2n, b3n)

#quit if squared error is below target

if E3 < 0.00035:

break
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print ('last w01, w02, w03, w12, w23:')

print ('last b1, b2, b3:')

print (w01, w02, w03, w12, w23)

print (b1, b2, b3)

#decomment print statements below if you want to print neuron outputs

#print ('z1 =', z1)

#print ('a1 =', a1)

#print ('z2 =', z2)

#print ('a2 =', a2)

#print ('z3 =', z3)

#print ('a3 =', a3)

#print comparison of data and trained network predictions

# restore raw data values

xydatar = [[20., 13.0, 310.8, 30.97], [20., 14.5, 308.0, 32.3]]

xydatar.append([20., 15.3, 306.0, 31.5])

xydatar.append([20.2, 13.0, 310.8, 30.91])

xydatar.append([20., 14.5, 308.0, 32.5])

xydatar.append([20., 15.3, 306.0, 31.4])

xydatar.append([24., 13.0, 310.8, 35.59])

xydatar.append([36., 14.5, 308.0, 46.4])

print ('Tdbin, Twbin, qdot, Tdbout, ypredicted:')

for i in range(0,8):

z1 = w01\*xydata[i][0]+w02\*xydata[i][1]+w03\*xydata[i][2]+b1

sig1 = z1

sigp1 = 1.0

if z1 < 0.0:

sig1 = math.exp(z1) - 1.0

sigp1 = math.exp(z1)

a1 = sig1

z2 = w12\*a1+b2

sig2 = z2

sigp2 = 1.0

if z2 < 0.0:

sig2 = math.exp(z2) - 1.0

sigp2 = math.exp(z2)

a2 = sig2

z3 = w23\*a2+b3

sig3 = z3

sigp3 = 1.0

if z3 < 0.0:

sig3 = math.exp(z3) - 1.0

sigp3 = math.exp(z3)

a3 = sig3

print (xydatar[i][0], xydatar[i][1], xydatar[i][2], xydatar[i][3], a3\*32.4)

account\_circle [[0.9900990099009901, 0.896551724137931, 1.009090909090909, 0.9564814814814815], [0.99009900 last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.23 0.4 0.7 0.72 0.7

-0.15 -0.12 0.01

E3 = 0.0022821697867831175 icount = 8

next ws: 1.2296083538584661 0.3995281787508194 0.6995380344292121 0.7198609859424181 0.69985 next bs: -0.15046253336682955 -0.12033302402411726 0.009766883183117912

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2296083538584661 0.3995281787508194 0.6995380344292121 0.7198609859424181 0.69985474158572 -0.15046253336682955 -0.12033302402411726 0.009766883183117912

E3 = 0.0021212710411942196 icount = 8

next ws: 1.2292290463221385 0.3990704851105931 0.6990898009539908 0.7197261809259404 0.69971 next bs: -0.15091130805468592 -0.12065607941338355 0.009540791337145077

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2292290463221385 0.3990704851105931 0.6990898009539908 0.7197261809259404 0.69971385578469 -0.15091130805468592 -0.12065607941338355 0.009540791337145077

E3 = 0.0019717491761602176 icount = 8

next ws: 1.2288615401585181 0.39862627796120775 0.69865467231164 0.7195954022590603 0.699577 next bs: -0.15134695213802693 -0.12096962386572957 0.009321399939434148

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2288615401585181 0.39862627796120775 0.69865467231164 0.7195954022590603 0.699577154956064 -0.15134695213802693 -0.12096962386572957 0.009321399939434148

E3 = 0.0018328006637283304 icount = 8

next ws: 1.2285053086523463 0.39819492612585045 0.6982320305729344 0.7194684700369329 0.6994
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next bs: -0.1517700843073546 -0.12127410782932567 0.009108389914451839

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2285053086523463 0.39819492612585045 0.6982320305729344 0.7194684700369329 0.6994444541279 -0.1517700843073546 -0.12127410782932567 0.009108389914451839

E3 = 0.0017036788052525059 icount = 8

next ws: 1.2281598342207123 0.3977758064041795 0.697821265171252 0.7193452066536696 0.699315 next bs: -0.15218131583787564 -0.12156997594942057 0.008901446598698196

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2281598342207123 0.3977758064041795 0.697821265171252 0.7193452066536696 0.699315570509440 -0.15218131583787564 -0.12156997594942057 0.008901446598698196

E3 = 0.001583689726759981 icount = 8

next ws: 1.2278246068847685 0.3973683013666934 0.6974217706850763 0.719225436252248 0.699190 next bs: -0.1525812528040283 -0.12185766868898608 0.008700258586397516

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.2278246068847685 0.3973683013666934 0.6974217706850763 0.719225436252248 0.699190322936956 -0.1525812528040283 -0.12185766868898608 0.008700258586397516

E3 = 0.0014721886589921227 icount = 8

next ws: 1.22749912255941 0.396971796844089 0.697032944308113 0.7191089840963104 0.699068531 next bs: -0.15297049860542425 -0.12213762417030444 0.00850451642300656

last w01, w02, w03, w12, w23:

last b1, b2, b3:

1.22749912255941 0.396971796844089 0.697032944308113 0.7191089840963104 0.6990685312388447 -0.15297049860542425 -0.12213762417030444 0.00850451642300656

E3 = 0.0013685764825472776 icount = 8

next ws: 1.2271828811111118 0.3965856790282886 0.6966541829216193 0.7189956758434574 0.69895 next bs: -0.15334965688933663 -0.12241028029866037 0.008313911103823506

Best： E3 = 0.00034880440657169317 icount = 8 next ws: 1.2220838452664218 0.39005206614010896 0.6901981761985747 0.7171249658666199 0.6969947347378725 next bs: -0.15980783887878994 -0.127047868574918 0.005076835535459802 last w01, w02, w03, w12, w23: last b1, b2, b3: 1.2223797961460618 0.3904727181655663 0.6906205232675598 0.7172385256446994 0.6971129488550933 -0.15938600842791223 -0.12674531552425844 0.005287749184790198
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V.P. Carey ME249, Fall 2023

Intro to Neural Network Modeling

Keras model for comparison with first principles model'''

#import useful packages

import keras

import pandas as pd

from keras.models import Sequential

import numpy as np

import keras.backend as kb

import tensorflow as tf

#the follwoing 2 lines are only needed for Mac OS machines

import os

os.environ['KMP\_DUPLICATE\_LIB\_OK']='True'

#raw data in dictionary form x01, x02, x03, y3

my\_dict = {

'x01' : [20., 20., 20., 20.2, 20., 20.2, 24.0, 36.],

'x02' : [13., 14.5, 15.3, 13., 14.5, 15.3, 13., 14.5],

'x03' : [310.8, 308.0, 306.0, 310.8, 308.0, 306.0, 310.8, 308.0], 'y3' : [30.99, 32.2, 31.7, 30.92, 32.4, 31.4, 35.53, 46.4]

}

#normalized inputs in array

xdata = []

xdata = [[20./20.2, 13.0/14.5, 310.8/308.0], [20./20.2, 14.5/14.5, 308.0/308.0]] xdata.append([20./20.2, 15.3/14.5, 306.0/308.0])

xdata.append([20.2/20.2, 13.0/14.5, 310.8/308.0])

xdata.append([20./20.2, 14.5/14.5, 308.0/308.0])

xdata.append([20.2/20.2, 15.3/14.5, 306.0/308.0])

xdata.append([24./20.2, 13.0/14.5, 310.8/308.0])

xdata.append([36./20.2, 14.5/14.5, 308.0/308.0])

#data frame

df = pd.DataFrame(my\_dict)

#devide by the median to normalize

df.x01= df.x01/20.2

df.x02= df.x02/14.5

df.x03= df.x03/308.0

#normalize output array

df.y3= df.y3/32.401

df.head

print (df.x01, df.x02, df.x03, df.y3)

xarray= np.array(xdata)

print (xdata)

print (xarray)

output 0 0.990099

1 0.990099

2 0.990099

3 1.000000

4 0.990099

5 1.000000

6 1.188119

7 1.782178

Name: x01, dtype: float64 0 0.896552

1 1.000000

2 1.055172

3 0.896552

4 1.000000

5 1.055172

6 0.896552

7 1.000000

Name: x02, dtype: float64 0 1.009091

1 1.000000

2 0.993506

3 1.009091

4 1.000000

5 0.993506

6 1.009091

7 1.000000

Name: x03, dtype: float64 0 0.956452

1 0.993796

2 0.978365

3 0.954292
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4 0.999969

5 0.969106

6 1.096571

7 1.432055

Name: y3, dtype: float64

[[0.9900990099009901, 0.896551724137931, 1.009090909090909], [0.9900990099009901, 1.0, 1.0], [ [[0.99009901 0.89655172 1.00909091]

[0.99009901 1. 1. ]

[0.99009901 1.05517241 0.99350649]

[1. 0.89655172 1.00909091]

[0.99009901 1. 1. ]

[1. 1.05517241 0.99350649]

[1.18811881 0.89655172 1.00909091]

[1.78217822 1. 1. ]]

# define model

#As seen below, we have created three dense layers each with just one neuron.

#A dense layer is a layer in neural network that’s fully connected.

#In other words, all the neurons in one layer are connected to all other neurons in the next layer. #In the first layer, we need to provide the input shape, which is 3 in this case.

#The activation function we have chosen is ReLU, which stands for rectified linear unit.

from keras import backend as K

#initialize weights with values between -0.2 and 1.2

initializer = keras.initializers.RandomUniform(minval= -0.2, maxval=1.2)

# define three layer model with one neuron in each layer

model = keras.Sequential([

keras.layers.Dense(1, activation=K.elu, input\_shape=[3], kernel\_initializer=initializer, name="dense\_one"), keras.layers.Dense(1, activation=K.elu, kernel\_initializer=initializer, name="dense\_two"), keras.layers.Dense(1, activation=K.elu, kernel\_initializer=initializer, name="dense\_three") ])

model.summary()

#set starting values to those used in first principles model

w01n = 1.48 #1.23

w02n = 0.48 #0.40

w03n = 0.84 #0.70

b1n = -0.1818 #-0.15

w12n = 0.84 #0.72

b2n = -0.18 #-0.12

w23n = 0.84 #0.7

b3n = 0.012 #0.01

weights0 = [[ w01n], [w02n], [ w03n]]

w0array= np.array(weights0)

print(np.shape(w0array))

bias0 = [b1n]

bias0array= np.array(bias0)

L0=[]

L0.append(w0array)

L0.append(bias0array)

model.layers[0].set\_weights(L0)

weights1 = [[ w12n]]

w1array= np.array(weights1)

print(np.shape(w1array))

bias1 = [b2n]

bias1array= np.array(bias1)

L1=[]

L1.append(w1array)

L1.append(bias1array)

model.layers[1].set\_weights(L1)

weights2 = [[ w23n]]

w2array= np.array(weights2)

print(np.shape(w2array))

bias2 = [b3n]

bias2array= np.array(bias2)

L2=[]

L2.append(w2array)

L2.append(bias2array)

model.layers[2].set\_weights(L2)

https://colab.research.google.com/drive/1HlCKAkSflXPyoWr-kpqiatxoaLiLiqF5#printMode=true 2/6

10/31/23, 11:23 PM Proj 2 Task 1.2 Chris.ipynb - Colaboratory

Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

dense\_one (Dense) (None, 1) 4

dense\_two (Dense) (None, 1) 2

dense\_three (Dense) (None, 1) 2

=================================================================

Total params: 8 (32.00 Byte)

Trainable params: 8 (32.00 Byte)

Non-trainable params: 0 (0.00 Byte)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

(3, 1)

(1, 1)

(1, 1)

/usr/local/lib/python3.10/dist-packages/keras/src/initializers/initializers.py:120: UserWarnin warnings.warn(

#We’re using RMSprop as our optimizer here. RMSprop stands for Root Mean Square Propagation. #It’s one of the most popular gradient descent optimization algorithms for deep learning networks. #RMSprop is an optimizer that’s reliable and fast.

#We’re compiling the mode using the model.compile function. The loss function used here #is mean absolute error. After the compilation of the model, we’ll use the fit method with 100 epochs.

#Running model.fit successive times extends the calculation to addtional epochs.

rms = keras.optimizers.RMSprop(0.0008) # USER CODE Original 0.0035 model.compile(loss='mean\_absolute\_error',optimizer=rms)

#After the compilation of the model, we’ll use the fit method with 500 epochs. #I started with epochs value of 100 and then tested the model after training.

Christopher Simotas ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Oct 16, 2023

(edited Oct 16, 2023)

First round, ran Cell 4 multiple times and 0.01249

#The prediction was not that good. Then I modified the number of epochs to 200 and tested the model again. #Accuracy had improved slightly, but figured I’d give it one more try. Finally, at 500 epochs #I found acceptable prediction accuracy. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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#The fit method takes three parameters; namely, x, y, and number of epochs. #During model training, if all the batches of data are seen by the model once, #we say that one epoch has been completed.

# Add an early stopping callback

es = tf.keras.callbacks.EarlyStopping(

monitor='loss',

mode='min',

patience = 80,

restore\_best\_weights = True,

verbose=1)

# Add a checkpoint where loss is minimum, and save that model mc = tf.keras.callbacks.ModelCheckpoint('best\_model.SB', monitor='loss', mode='min', verbose=1, save\_best\_only=True)

Raised gamma from 0.0035 to 0.01, didn't perform better
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Oct 16, 2023

Lowered to 0.002, performed to 0.012528
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Oct 16, 2023

Lowered to 0.0015, performed to 0.0124619
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Lowered to 0.0008, performed to 0.012448

historyData = model.fit(xarray,df.y3,epochs=400,callbacks=[es]) # USER CODE UPDATED EPOCH FROM 800 loss\_hist = historyData.history['loss'] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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#The above line will return a dictionary, access it's info like this: best\_epoch = np.argmin(historyData.history['loss']) + 1 print ('best epoch = ', best\_epoch)

print('smallest loss =', np.min(loss\_hist))

Epoch 1/400

1/1 [==============================] - 0s 9ms/step - loss: 0.0141 Epoch 2/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0148 Epoch 3/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0143 Epoch 4/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0143 Epoch 5/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0145 Epoch 6/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0141

Same performed 0.0124428
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Oct 22, 2023

(edited Oct 22, 2023)

With higher guesses, first run converges to loss of 0.01295
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Oct 22, 2023

(edited Oct 22, 2023)

4 runs: got to 0.012486
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Epoch 7/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0140 Epoch 8/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0140 Epoch 9/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0139 Epoch 10/400

1/1 [==============================] - 0s 9ms/step - loss: 0.0139 Epoch 11/400

1/1 [==============================] - 0s 6ms/step - loss: 0.0147 Epoch 12/400

1/1 [==============================] - 0s 6ms/step - loss: 0.0141 Epoch 13/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0142 Epoch 14/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0143 Epoch 15/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0139 Epoch 16/400

1/1 [==============================] - 0s 12ms/step - loss: 0.0139 Epoch 17/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0138 Epoch 18/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0138 Epoch 19/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0137 Epoch 20/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0146 Epoch 21/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0139 Epoch 22/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0141 Epoch 23/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0141 Epoch 24/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0138 Epoch 25/400

1/1 [==============================] - 0s 9ms/step - loss: 0.0137 Epoch 26/400

1/1 [==============================] - 0s 10ms/step - loss: 0.0137 Epoch 27/400

1/1 [==============================] - 0s 8ms/step - loss: 0.0136 Epoch 28/400

1/1 [==============================] - 0s 7ms/step - loss: 0.0136 Epoch 29/400

1/1 [ ] 0 6 / t l 0 0137

from \_\_future\_\_ import print\_function

#For results of training network:

#keras.layer.get\_weights() function retrieves weight values first\_layer\_weights = model.layers[0].get\_weights()[0]

w01 = first\_layer\_weights[0][0]

w02 = first\_layer\_weights[1][0]

w03 = first\_layer\_weights[2][0]

first\_layer\_bias = model.layers[0].get\_weights()[1]

b1 = first\_layer\_bias

second\_layer\_weights = model.layers[1].get\_weights()[0]

w12 = second\_layer\_weights[0][0]

second\_layer\_bias = model.layers[1].get\_weights()[1]

b2 = second\_layer\_bias

third\_layer\_weights = model.layers[2].get\_weights()[0]

w23 = third\_layer\_weights[0][0]

third\_layer\_bias = model.layers[2].get\_weights()[1]

b3 = third\_layer\_bias

#print weights and biases

print (first\_layer\_weights)

print ('w01 = ', w01, 'w02 = ', w02, 'w03 = ', w03)

print (first\_layer\_bias)

print ('b1 = ', b1)

print (second\_layer\_weights)

print ('w12 = ', w12)

print (second\_layer\_bias)

print ('b2 = ', b2)

print (third\_layer\_weights)

print ('w23 = ', w23)

print (third\_layer\_bias)

print ('b3 = ', b3)

#use model.predict() function to print model predictions for data conditions
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xarray= np.array(xdata)

print ('x01/20.2, x02/14.5, x03/308.0, y3/32.4, a3:')

test = []

for i in range(0,8):

test = [[xarray[i][0], xarray[i][1], xarray[i][2]]]

testarray = np.array(test)

a3 = model.predict(testarray)

print (xarray[i][0], xarray[i][1], xarray[i][2], df.y3[i], a3)

print(' ')

print ('x01, x02, x03, y3, a3\*32.4:')

for i in range(0,8):

test = [[xarray[i][0], xarray[i][1], xarray[i][2]]]

testarray = np.array(test)

a3 = model.predict(testarray)

print (xarray[i][0]\*20.2, xarray[i][1]\*14.5, xarray[i][2]\*308.0, df.y3[i]\*32.4, a3\*32.4)

[[1.2498066 ]

[0.385513 ]

[0.85563534]]

w01 = 1.2498066 w02 = 0.385513 w03 = 0.85563534

[-0.1768089]

b1 = [-0.1768089]

[[0.6940814]]

w12 = 0.6940814

[-0.17479666]

b2 = [-0.17479666]

[[0.67085975]]

w23 = 0.67085975

[0.0174838]

b3 = [0.0174838]

x01/20.2, x02/14.5, x03/308.0, y3/32.4, a3:

1/1 [==============================] - 0s 41ms/step

0.9900990099009901 0.896551724137931 1.009090909090909 0.9564519613592172 [[0.957049]] 1/1 [==============================] - 0s 32ms/step

0.9900990099009901 1.0 1.0 0.9937964877627233 [[0.9719968]]

1/1 [==============================] - 0s 49ms/step

0.9900990099009901 1.0551724137931036 0.9935064935064936 0.9783648652819357 [[0.9793136]] 1/1 [==============================] - 0s 35ms/step

1.0 0.896551724137931 1.009090909090909 0.954291534211907 [[0.9628108]] 1/1 [==============================] - 0s 133ms/step

0.9900990099009901 1.0 1.0 0.9999691367550383 [[0.9719968]]

1/1 [==============================] - 0s 85ms/step

1.0 1.0551724137931036 0.9935064935064936 0.9691058917934631 [[0.9850754]] 1/1 [==============================] - 0s 47ms/step

1.188118811881188 0.896551724137931 1.009090909090909 1.096571093484769 [[1.0722865]] 1/1 [==============================] - 0s 56ms/step

1.7821782178217822 1.0 1.0 1.4320545662170918 [[1.4329467]]

x01, x02, x03, y3, a3\*32.4:

1/1 [==============================] - 0s 56ms/step

20.0 13.0 310.8 30.989043548038634 [[31.008389]]

1/1 [==============================] - 0s 133ms/step

20.0 14.5 308.0 32.19900620351223 [[31.492697]]

1/1 [==============================] - 0s 64ms/step

20.0 15.3 306.0 31.699021635134713 [[31.729763]]

1/1 [==============================] - 0s 84ms/step

20.2 13.0 310.8 30.919045708465788 [[31.195072]]

1/1 [==============================] - 0s 19ms/step

20.0 14.5 308.0 32.39900003086324 [[31.492697]]

1/1 [==============================] - 0s 23ms/step

20.2 15.3 306.0 31.3990308941082 [[31.916445]]

1/1 [==============================] - 0s 19ms/step

23.999999999999996 13.0 310.8 35.52890342890652 [[34.742085]]

1/1 [==============================] - 0s 20ms/step

36.0 14.5 308.0 46.398567945433776 [[46.427475]]
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import matplotlib.pyplot as plt

import numpy as np

# Data

x1 = [31.06, 31.61, 31.88, 31.26, 31.61, 31.88, 34.97, 47.25] # First-Principles Predicted Y3

x2 = [31.13, 31.61, 31.85, 31.32, 31.61, 32.03, 34.87, 46.58] # Keras Predicted Y3

y = [30.97, 32.3, 31.5, 30.91, 32.5, 31.4, 35.59, 46.4] # Real Y3 Values

# Creating log-log plot

plt.figure(figsize=(8, 6))

plt.loglog(x1, y, 'ro', label='First-Principles Predicted Y3')

plt.loglog(x2, y, 'bo', label='Keras Predicted Y3')

plt.loglog(y, y, color = 'black', label = 'For Perspective: y = x')

# Adding labels and title

plt.xlabel('Predicted y3 Values')

plt.ylabel('Real y3 Values')

plt.title('Log-Log Plot of Predicted vs Real y3 Values 1 - Chris\'s model')

plt.legend()

# Displaying the plot

plt.grid(True)

plt.show()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Comments: Based on your results in the tables, how well do the results of the two models agree? For the two models given the same starting values for the weights and bias values, do they yield exactly the same answer? Does the answer to this question make sense? Briefly explain your answer in your summary report.

Start coding or generate with AI.
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ME 249 Project 2 Chris Simotas and Mason Rodriguez Rand Task 2.1

'''>>>>> start CodeP2.3F23

V.P. Carey ME249, Fall 2023

Intro to Neural Network Modeling

Data arrays for hybrid solar/fossil-fuel gas turbine power system'''

### Set White Space for Output Cell

from IPython.display import HTML, display

import numpy

#create input data array, normalizing input temp

#T1(K), gamma, , qsol(kW):

xdata = []

xdata = [[ 318.0 , 0.0 , 500.0 ], [ 318.0 , 0.0 , 1000.0 ]] xdata.append([ 318.0 , 0.0 , 1500.0 ])

xdata.append([ 318.0 , 0.0 , 2000.0 ])

xdata.append([ 318.0 , 0.0 , 2500.0 ])

xdata.append([ 318.0 , 0.25 , 500.0 ])

xdata.append([ 318.0 , 0.25 , 1000.0 ])

xdata.append([ 318.0 , 0.25 , 1500.0 ])

xdata.append([ 318.0 , 0.25 , 2000.0 ])

xdata.append([ 318.0 , 0.25 , 2500.0 ])

xdata.append([ 318.0 , 0.5 , 500.0 ])

xdata.append([ 318.0 , 0.5 , 1000.0 ])

xdata.append([ 318.0 , 0.5 , 1500.0 ])

xdata.append([ 318.0 , 0.5 , 2000.0 ])

xdata.append([ 318.0 , 0.5 , 2500.0 ])

xdata.append([ 303.0 , 0.0 , 500.0 ])

xdata.append([ 303.0 , 0.0 , 1000.0 ])

xdata.append([ 303.0 , 0.0 , 1500.0 ])

xdata.append([ 303.0 , 0.0 , 2000.0 ])

xdata.append([ 303.0 , 0.0 , 2500.0 ])

xdata.append([ 303.0 , 0.25 , 500.0 ])

xdata.append([ 303.0 , 0.25 , 1000.0 ])

xdata.append([ 303.0 , 0.25 , 1500.0 ])

xdata.append([ 303.0 , 0.25 , 2000.0 ])

xdata.append([ 303.0 , 0.25 , 2500.0 ])

xdata.append([ 303.0 , 0.5 , 500.0 ])

xdata.append([ 303.0 , 0.5 , 1000.0 ])

xdata.append([ 303.0 , 0.5 , 1500.0 ])

xdata.append([ 303.0 , 0.5 , 2000.0 ])

xdata.append([ 303.0 , 0.5 , 2500.0 ])

xdata.append([ 288.0 , 0.0 , 500.0 ])

xdata.append([ 288.0 , 0.0 , 1000.0 ])

xdata.append([ 288.0 , 0.0 , 1500.0 ])

xdata.append([ 288.0 , 0.0 , 2000.0 ])

xdata.append([ 288.0 , 0.0 , 2500.0 ])

xdata.append([ 288.0 , 0.25 , 500.0 ])

xdata.append([ 288.0 , 0.25 , 1000.0 ])

xdata.append([ 288.0 , 0.25 , 1500.0 ])

xdata.append([ 288.0 , 0.25 , 2000.0 ])

xdata.append([ 288.0 , 0.25 , 2500.0 ])

xdata.append([ 288.0 , 0.5 , 500.0 ])

xdata.append([ 288.0 , 0.5 , 1000.0 ])

xdata.append([ 288.0 , 0.5 , 1500.0 ])

xdata.append([ 288.0 , 0.5 , 2000.0 ])

xdata.append([ 288.0 , 0.5 , 2500.0 ])

xdata.append([ 268.0 , 0.0 , 500.0 ])

xdata.append([ 268.0 , 0.0 , 1000.0 ])

xdata.append([ 268.0 , 0.0 , 1500.0 ])

xdata.append([ 268.0 , 0.0 , 2000.0 ])

xdata.append([ 268.0 , 0.0 , 2500.0 ])

xdata.append([ 268.0 , 0.25 , 500.0 ])

xdata.append([ 268.0 , 0.25 , 1000.0 ])

xdata.append([ 268.0 , 0.25 , 1500.0 ])

xdata.append([ 268.0 , 0.25 , 2000.0 ])

xdata.append([ 268.0 , 0.25 , 2500.0 ])

xdata.append([ 268.0 , 0.5 , 500.0 ])

d t d([ 268 0 0 5 1000 0 ])
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xdata.append([ 268.0 , 0.5 , 1000.0 ])

xdata.append([ 268.0 , 0.5 , 1500.0 ])

xdata.append([ 268.0 , 0.5 , 2000.0 ])

xdata.append([ 268.0 , 0.5 , 2500.0 ])

ydata = [[ 35.1316 , 0.3808 ],[ 40.3764 , 0.38686 ]]

ydata.append([ 47.4620 , 0.3930 ])

ydata.append([ 57.5639 , 0.39949 ])

ydata.append([ 73.1286 , 0.40612 ])

ydata.append([ 49.1110 , 0.4023 ])

ydata.append([ 56.4428 , 0.40605 ])

ydata.append([ 66.3479 , 0.4098 ])

ydata.append([ 80.4695 , 0.413 ])

ydata.append([ 102.2276 , 0.4175 ])

ydata.append([ 63.0904 , 0.41540 ])

ydata.append([ 72.5092 , 0.4175 ])

ydata.append([ 85.2338, 0.4197 ])

ydata.append([ 103.3750 , 0.42192 ])

ydata.append([ 131.3266 , 0.4242 ])

ydata.append([ 34.273 , 0.3952 ])

ydata.append([ 38.99026 , 0.4012 ])

ydata.append([ 45.2133, 0.4073 ])

ydata.append([ 53.8000 , 0.4136 ])

ydata.append([ 66.4130 , 0.4201 ])

ydata.append([ 47.922 , 0.4178 ])

ydata.append([ 54.518 , 0.4215 ])

ydata.append([ 63.220 , 0.4252 ])

ydata.append([ 75.226 , 0.4290 ])

ydata.append([ 92.862 , 0.4329 ])

ydata.append([ 61.572 , 0.4315 ])

ydata.append([ 70.0468 , 0.43373 ])

ydata.append([ 81.226 , 0.43597 ])

ydata.append([ 96.653 , 0.4382 ])

ydata.append([ 119.3124 , 0.44045 ])

ydata.append([ 33.4521 , 0.40913 ])

ydata.append([ 37.6911, 0.4150 ])

ydata.append([ 43.1602 , 0.4209 ])

ydata.append([ 50.4858 , 0.4271 ])

ydata.append([ 60.8067 , 0.4334 ])

ydata.append([ 46.7865 , 0.4328 ])

ydata.append([ 52.7151 , 0.43646 ])

ydata.append([ 60.36425 , 0.44016 ])

ydata.append([ 70.6099 , 0.443926 ])

ydata.append([ 85.0447 , 0.4477 ])

ydata.append([ 60.1208 , 0.44721 ])

ydata.append([ 67.7391 , 0.44940 ])

ydata.append([ 77.56830 , 0.4516 ])

ydata.append([ 90.73410 , 0.4538 ])

ydata.append([ 109.2828 , 0.4560 ])

ydata.append([ 32.4123 , 0.42694 ])

ydata.append([ 36.0807 , 0.4325 ])

ydata.append([ 40.6854 , 0.4383 ])

ydata.append([ 46.6374 , 0.4442 ])

ydata.append([ 54.6293 , 0.4503 ])

ydata.append([ 45.3472 , 0.4519 ])

ydata.append([ 50.4796 , 0.4555 ])

ydata.append([ 56.9219 , 0.4591 ])

ydata.append([ 65.2492 , 0.4628 ])

ydata.append([ 76.4304 , 0.4665 ])

ydata.append([ 58.2822 , 0.4672 ])

ydata.append([ 64.8785 , 0.4693 ])

ydata.append([ 73.1584 , 0.4715 ])

ydata.append([ 83.8610 , 0.4738 ])

ydata.append([ 98.2316 , 0.4760 ])

# Calculate the median for each column

median\_values\_x = numpy.median(numpy.array(xdata), axis=0) median\_values\_y = numpy.median(numpy.array(ydata), axis=0)

print("Median values for each column:", median\_values\_x, median\_values\_y)

xdata = (xdata/median\_values\_x).tolist()

ydata = (ydata/median values y).tolist()
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ydata (ydata/ ed a \_ a ues\_y).to st()

print("Normalized xdata: \n", xdata)

print("\n")

print("Normalized ydata: \n",ydata)

account\_circle Median values for each column: [2.955e+02 2.500e-01 1.500e+03] [61.18935 0.432 ]

Normalized xdata:

[[1.0761421319796953, 0.0, 0.3333333333333333], [1.0761421319796953, 0.0, 0.6666666666666666], [1.0761421319796953, 0.0, 1.0], [1.07614

Normalized ydata:

[[0.5741456642373223, 0.8814814814814815], [0.6598599266048748, 0.8955092592592592], [0.7756578554928267, 0.9097222222222223], [0.94075

https://colab.research.google.com/drive/14gnI9XlUDCsqwuKKXNUZlijHUW2r3bTH#printMode=true 3/3

10/31/23, 11:24 PM Project 2 Task 2.2.ipynb - Colaboratory

ME 249 Project 2 Chris Simotas and Mason Rodriguez Rand

Task 2.2

'''>>>>> start CodeP2.4F23

V.P. Carey ME249, Fall 2023

Intro to Neural Network Modeling

Keras model for hybrid solar/fossil-fuel gas turbine power system'''

### Set White Space for Output Cell

from IPython.display import HTML, display

#import useful packages

import keras

import pandas as pd

from keras.models import Sequential

import numpy as np

import keras.backend as kb

import tensorflow as tf

#the follwoing 2 lines are only needed for Mac OS machines

import os

os.environ['KMP\_DUPLICATE\_LIB\_OK']='True'

# Create input data array

'''

xdata = []

xdata = [[ 318.0, 0.0, 500.0], [ 318.0, 0.0, 1000.0]]

xdata.append([ 318.0, 0.0, 1500.0])

xdata.append([ 318.0, 0.0, 2000.0])

xdata.append([ 318.0, 0.0, 2500.0])'''

#convert to:

# meadian values of input variables

'''Tmed = 293.

gamed = 0.25

qsmed = 1250.

#T1(K), gamma, , qsol(kW):

xdata = []

ND = 60

xdata = [[ 318.0/Tmed , 0.0/gamed , 500.0/qsmed ], [ 318.0/Tmed , 0.0/gamed , 1000.0/qsmed ]] xdata.append([ 318.0/Tmed , 0.0/gamed , 1500.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2000.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2500.0/qsmed ])'''

# add the rest here

### USER CODE ###

#create input data array, normalizing input temp

#T1(K), gamma, , qsol(kW):

xdata = []

xdata = [[ 318.0 , 0.0 , 500.0 ], [ 318.0 , 0.0 , 1000.0 ]]

xdata.append([ 318.0 , 0.0 , 1500.0 ])

xdata.append([ 318.0 , 0.0 , 2000.0 ])

xdata.append([ 318.0 , 0.0 , 2500.0 ])

xdata.append([ 318.0 , 0.25 , 500.0 ])

xdata.append([ 318.0 , 0.25 , 1000.0 ])

xdata.append([ 318.0 , 0.25 , 1500.0 ])

xdata.append([ 318.0 , 0.25 , 2000.0 ])

xdata.append([ 318.0 , 0.25 , 2500.0 ])

xdata.append([ 318.0 , 0.5 , 500.0 ])

xdata.append([ 318.0 , 0.5 , 1000.0 ])

xdata.append([ 318.0 , 0.5 , 1500.0 ])

xdata.append([ 318.0 , 0.5 , 2000.0 ])

xdata.append([ 318.0 , 0.5 , 2500.0 ])

xdata.append([ 303.0 , 0.0 , 500.0 ])

xdata.append([ 303.0 , 0.0 , 1000.0 ])

xdata.append([ 303.0 , 0.0 , 1500.0 ])

xdata.append([ 303.0 , 0.0 , 2000.0 ])

xdata.append([ 303.0 , 0.0 , 2500.0 ])

xdata.append([ 303.0 , 0.25 , 500.0 ])

xdata.append([ 303.0 , 0.25 , 1000.0 ])

xdata.append([ 303.0 , 0.25 , 1500.0 ])
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xdata.append([ 303.0 , 0.25 , 2000.0 ])

xdata.append([ 303.0 , 0.25 , 2500.0 ])

xdata.append([ 303.0 , 0.5 , 500.0 ])

xdata.append([ 303.0 , 0.5 , 1000.0 ])

xdata.append([ 303.0 , 0.5 , 1500.0 ])

xdata.append([ 303.0 , 0.5 , 2000.0 ])

xdata.append([ 303.0 , 0.5 , 2500.0 ])

xdata.append([ 288.0 , 0.0 , 500.0 ])

xdata.append([ 288.0 , 0.0 , 1000.0 ])

xdata.append([ 288.0 , 0.0 , 1500.0 ])

xdata.append([ 288.0 , 0.0 , 2000.0 ])

xdata.append([ 288.0 , 0.0 , 2500.0 ])

xdata.append([ 288.0 , 0.25 , 500.0 ])

xdata.append([ 288.0 , 0.25 , 1000.0 ])

xdata.append([ 288.0 , 0.25 , 1500.0 ])

xdata.append([ 288.0 , 0.25 , 2000.0 ])

xdata.append([ 288.0 , 0.25 , 2500.0 ])

xdata.append([ 288.0 , 0.5 , 500.0 ])

xdata.append([ 288.0 , 0.5 , 1000.0 ])

xdata.append([ 288.0 , 0.5 , 1500.0 ])

xdata.append([ 288.0 , 0.5 , 2000.0 ])

xdata.append([ 288.0 , 0.5 , 2500.0 ])

xdata.append([ 268.0 , 0.0 , 500.0 ])

xdata.append([ 268.0 , 0.0 , 1000.0 ])

xdata.append([ 268.0 , 0.0 , 1500.0 ])

xdata.append([ 268.0 , 0.0 , 2000.0 ])

xdata.append([ 268.0 , 0.0 , 2500.0 ])

xdata.append([ 268.0 , 0.25 , 500.0 ])

xdata.append([ 268.0 , 0.25 , 1000.0 ])

xdata.append([ 268.0 , 0.25 , 1500.0 ])

xdata.append([ 268.0 , 0.25 , 2000.0 ])

xdata.append([ 268.0 , 0.25 , 2500.0 ])

xdata.append([ 268.0 , 0.5 , 500.0 ])

xdata.append([ 268.0 , 0.5 , 1000.0 ])

xdata.append([ 268.0 , 0.5 , 1500.0 ])

xdata.append([ 268.0 , 0.5 , 2000.0 ])

xdata.append([ 268.0 , 0.5 , 2500.0 ])

'''ydata = [[ 35.1316, 0.3808], [ 40.3764, 0.38686]]

ydata.append([ 47.4620, 0.3930])

ydata.append([ 57.5639, 0.39949])

ydata.append([ 73.1286, 0.40612])'''

#convert to:

# meadian values of output variables

'''almed = 60.

efmed = 0.4

# alpha, effsys

ydata = [[ 35.1316/almed , 0.3808/efmed ], [ 40.3764/almed , 0.38686/efmed ]] ydata.append([ 47.4620/almed , 0.3930/efmed ])

ydata.append([ 57.5639/almed , 0.39949/efmed ])

ydata.append([ 73.1286/almed , 0.40612/efmed ])'''

# add the rest here

ydata = [[ 35.1316 , 0.3808 ],[ 40.3764 , 0.38686 ]]

ydata.append([ 47.4620 , 0.3930 ])

ydata.append([ 57.5639 , 0.39949 ])

ydata.append([ 73.1286 , 0.40612 ])

ydata.append([ 49.1110 , 0.4023 ])

ydata.append([ 56.4428 , 0.40605 ])

ydata.append([ 66.3479 , 0.4098 ])

ydata.append([ 80.4695 , 0.413 ])

ydata.append([ 102.2276 , 0.4175 ])

ydata.append([ 63.0904 , 0.41540 ])

ydata.append([ 72.5092 , 0.4175 ])

ydata.append([ 85.2338, 0.4197 ])

ydata.append([ 103.3750 , 0.42192 ])

ydata.append([ 131.3266 , 0.4242 ])

ydata.append([ 34.273 , 0.3952 ])

ydata.append([ 38.99026 , 0.4012 ])

ydata.append([ 45.2133, 0.4073 ])

ydata.append([ 53.8000 , 0.4136 ])

ydata.append([ 66.4130 , 0.4201 ])

ydata.append([ 47.922 , 0.4178 ])
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ydata.append([ 54.518 , 0.4215 ])

ydata.append([ 63.220 , 0.4252 ])

ydata.append([ 75.226 , 0.4290 ])

ydata.append([ 92.862 , 0.4329 ])

ydata.append([ 61.572 , 0.4315 ])

ydata.append([ 70.0468 , 0.43373 ])

ydata.append([ 81.226 , 0.43597 ])

ydata.append([ 96.653 , 0.4382 ])

ydata.append([ 119.3124 , 0.44045 ])

ydata.append([ 33.4521 , 0.40913 ])

ydata.append([ 37.6911, 0.4150 ])

ydata.append([ 43.1602 , 0.4209 ])

ydata.append([ 50.4858 , 0.4271 ])

ydata.append([ 60.8067 , 0.4334 ])

ydata.append([ 46.7865 , 0.4328 ])

ydata.append([ 52.7151 , 0.43646 ])

ydata.append([ 60.36425 , 0.44016 ])

ydata.append([ 70.6099 , 0.443926 ])

ydata.append([ 85.0447 , 0.4477 ])

ydata.append([ 60.1208 , 0.44721 ])

ydata.append([ 67.7391 , 0.44940 ])

ydata.append([ 77.56830 , 0.4516 ])

ydata.append([ 90.73410 , 0.4538 ])

ydata.append([ 109.2828 , 0.4560 ])

ydata.append([ 32.4123 , 0.42694 ])

ydata.append([ 36.0807 , 0.4325 ])

ydata.append([ 40.6854 , 0.4383 ])

ydata.append([ 46.6374 , 0.4442 ])

ydata.append([ 54.6293 , 0.4503 ])

ydata.append([ 45.3472 , 0.4519 ])

ydata.append([ 50.4796 , 0.4555 ])

ydata.append([ 56.9219 , 0.4591 ])

ydata.append([ 65.2492 , 0.4628 ])

ydata.append([ 76.4304 , 0.4665 ])

ydata.append([ 58.2822 , 0.4672 ])

ydata.append([ 64.8785 , 0.4693 ])

ydata.append([ 73.1584 , 0.4715 ])

ydata.append([ 83.8610 , 0.4738 ])

ydata.append([ 98.2316 , 0.4760 ])

# Calculate the median for each column

median\_values\_x = np.median(np.array(xdata), axis=0)

Tmed = median\_values\_x[0] # 295.5

gamed = median\_values\_x[1] # 0.25

qsmed = median\_values\_x[2] # 1500.

median\_values\_y = np.median(np.array(ydata), axis=0)

almed = median\_values\_y[0] # 61.1

efmed = median\_values\_y[1] # 0.432

print("Median values for each column:", median\_values\_x, median\_values\_y)

# Reformat and Print Data

xdata = (xdata/median\_values\_x).tolist()

ydata = (ydata/median\_values\_y).tolist()

### USER CODE ###

xarray= np.array(xdata)

print (xdata)

print (xarray)

yarray= np.array(ydata)

print (ydata)

print (yarray)

data\_inputs = np.array(xdata)

data\_outputs = np.array(ydata)

Median values for each column: [2.955e+02 2.500e-01 1.500e+03] [61.18935 0.432 ] [[1.0761421319796953, 0.0, 0.3333333333333333], [1.0761421319796953, 0.0, 0.6666666666666666 [[1.07614213 0. 0.33333333]

[1.07614213 0. 0.66666667]

[1.07614213 0. 1. ]

[1.07614213 0. 1.33333333]

[1.07614213 0. 1.66666667]

[1.07614213 1. 0.33333333]
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[1.07614213 1. 0.66666667]

[1.07614213 1. 1. ]

[1.07614213 1. 1.33333333]

[1.07614213 1. 1.66666667]

[1.07614213 2. 0.33333333]

[1.07614213 2. 0.66666667]

[1.07614213 2. 1. ]

[1.07614213 2. 1.33333333]

[1.07614213 2. 1.66666667]

[1.02538071 0. 0.33333333]

[1.02538071 0. 0.66666667]

[1.02538071 0. 1. ]

[1.02538071 0. 1.33333333]

[1.02538071 0. 1.66666667]

[1.02538071 1. 0.33333333]

[1.02538071 1. 0.66666667]

[1.02538071 1. 1. ]

[1.02538071 1. 1.33333333]

[1.02538071 1. 1.66666667]

[1.02538071 2. 0.33333333]

[1.02538071 2. 0.66666667]

[1.02538071 2. 1. ]

[1.02538071 2. 1.33333333]

[1.02538071 2. 1.66666667]

[0.97461929 0. 0.33333333]

[0.97461929 0. 0.66666667]

[0.97461929 0. 1. ]

[0.97461929 0. 1.33333333]

[0.97461929 0. 1.66666667]

[0.97461929 1. 0.33333333]

[0.97461929 1. 0.66666667]

[0.97461929 1. 1. ]

[0.97461929 1. 1.33333333]

[0.97461929 1. 1.66666667]

[0.97461929 2. 0.33333333]

[0.97461929 2. 0.66666667]

[0.97461929 2. 1. ]

[0.97461929 2. 1.33333333]

[0.97461929 2. 1.66666667]

[0.90693739 0. 0.33333333]

[0.90693739 0. 0.66666667]

[0.90693739 0. 1. ]

[0.90693739 0. 1.33333333]

[0.90693739 0. 1.66666667]

[0.90693739 1. 0.33333333]

[0.90693739 1. 0.66666667]

[0.90693739 1. 1. ]

[0.90693739 1. 1.33333333]

[0.90693739 1. 1.66666667]

# define neural network model

#As seen below, we have created four dense layers.

#A dense layer is a layer in neural network that’s fully connected.

#In other words, all the neurons in one layer are connected to all other neurons in the next layer. #In the first layer, we need to provide the input shape, which is 1 in our case. #The activation function we have chosen is elu, which stands for exponential linear unit. .

from keras import backend as K

#initialize weights with values between -0.2 and 1.2

initializer = keras.initializers.RandomUniform(minval= -0.9, maxval=0.9)

model = keras.Sequential([

keras.layers.Dense(4, activation=K.relu, input\_shape=[3], kernel\_initializer=initializer), keras.layers.Dense(8, activation=K.relu, kernel\_initializer=initializer),

keras.layers.Dense(4, activation=K.relu, kernel\_initializer=initializer),

keras.layers.Dense(2, kernel\_initializer=initializer)

])

'''in Task 2.2, add 3rd layer to network with 4 neurons and activation = K.relu''' #Print summary of model features

model.summary()

Model: "sequential\_2"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

dense\_8 (Dense) (None, 4) 16

dense\_9 (Dense) (None, 8) 40

dense\_10 (Dense) (None, 4) 36
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dense\_11 (Dense) (None, 2) 10

=================================================================

Total params: 102 (408.00 Byte)

Trainable params: 102 (408.00 Byte)

Non-trainable params: 0 (0.00 Byte)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

#We’re using RMSprop as our optimizer here. RMSprop stands for Root Mean Square Propagation. #It’s one of the most popular gradient descent optimization algorithms for deep learning networks. #RMSprop is an optimizer that’s reliable and fast.

#We’re compiling the mode using the model.compile function. The loss function used here #is mean squared error. After the compilation of the model, we’ll use the fit method with ~500 epochs. #Number of epochs can be varied.

#from tf.keras import optimizers. Argument to RMSprop is learning parameter.

rms = keras.optimizers.RMSprop(0.001)

model.compile(loss='mean\_absolute\_error',optimizer=rms)

#After the compilation of the model, we’ll use the fit method with 500 epochs. #I started with epochs value of 100 and then tested the model after training.
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Lowest Loss = 0.03738900646567345

#The prediction was not that good. Then I modified the number of epochs to 200 and tested the model again. #Accuracy had improved slightly, but figured I’d give it one more try. Finally, at 500 epochs #I found acceptable prediction accuracy. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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#The fit method takes three parameters; namely, x, y, and number of epochs. #During model training, if all the batches of data are seen by the model once, #we say that one epoch has been completed.

# Add an early stopping callback

es = keras.callbacks.EarlyStopping(

monitor='loss',

mode='min',

patience = 80,

restore\_best\_weights = True,

verbose=1)

# Add a checkpoint where loss is minimum, and save that model mc = keras.callbacks.ModelCheckpoint('best\_model.SB', monitor='loss', mode='min', verbose=1, save\_best\_only=True)

historyData = model.fit(xarray,yarray,epochs=600,callbacks=[es])

loss\_hist = historyData.history['loss']

#The above line will return a dictionary, access it's info like this: best\_epoch = np.argmin(historyData.history['loss']) + 1

print ('best epoch = ', best\_epoch)

print('smallest loss =', np.min(loss\_hist))

predictions = model.predict(data\_inputs)

Epoch 1/600

2/2 [==============================] - 0s 12ms/step - loss: 0.0394 Epoch 2/600

2/2 [==============================] - 0s 10ms/step - loss: 0.0382 Epoch 3/600

2/2 [==============================] - 0s 12ms/step - loss: 0.0392 Epoch 4/600

2/2 [==============================] - 0s 16ms/step - loss: 0.0393 Epoch 5/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0386 Epoch 6/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0406 Epoch 7/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0399 Epoch 8/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0395 Epoch 9/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0401 Epoch 10/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0390 Epoch 11/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0388 Epoch 12/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0392 Epoch 13/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0397

0.0338638611137867
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Epoch 14/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0412 Epoch 15/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0413 Epoch 16/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0402 Epoch 17/600

2/2 [==============================] - 0s 8ms/step - loss: 0.0387 Epoch 18/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0400 Epoch 19/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0394 Epoch 20/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0389 Epoch 21/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0392 Epoch 22/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0399 Epoch 23/600

2/2 [==============================] - 0s 6ms/step - loss: 0.0390 Epoch 24/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0400 Epoch 25/600

2/2 [==============================] - 0s 8ms/step - loss: 0.0395 Epoch 26/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0410 Epoch 27/600

2/2 [==============================] - 0s 7ms/step - loss: 0.0392 Epoch 28/600

2/2 [==============================] - 0s 8ms/step - loss: 0.0396 Epoch 29/600

### PRINT WEIGHTS AND BIAS ###

from \_\_future\_\_ import print\_function

#For results of training network:

#keras.layer.get\_weights() function retrieves weight values first\_layer\_weights = model.layers[0].get\_weights()[0]

w01 = first\_layer\_weights[0][0]

w02 = first\_layer\_weights[1][0]

w03 = first\_layer\_weights[2][0]

first\_layer\_bias = model.layers[0].get\_weights()[1]

b1 = first\_layer\_bias

second\_layer\_weights = model.layers[1].get\_weights()[0]

w12 = second\_layer\_weights[0][0]

second\_layer\_bias = model.layers[1].get\_weights()[1]

b2 = second\_layer\_bias

third\_layer\_weights = model.layers[2].get\_weights()[0]

w23 = third\_layer\_weights[0][0]

third\_layer\_bias = model.layers[2].get\_weights()[1]

b3 = third\_layer\_bias

#print weights and biases

print (first\_layer\_weights)

print ('w01 = ', w01, 'w02 = ', w02, 'w03 = ', w03)

print (first\_layer\_bias)

print ('b1 = ', b1)

print (second\_layer\_weights)

print ('w12 = ', w12)

print (second\_layer\_bias)

print ('b2 = ', b2)

print (third\_layer\_weights)

print ('w23 = ', w23)

print (third\_layer\_bias)

print ('b3 = ', b3)

[[-0.07818508 -0.8592682 0.68138176 0.55355525]

[-0.7264853 0.07107359 -0.40343848 0.8241015 ]

[-0.62351745 -0.28795207 0.76705 0.14476855]]

w01 = -0.07818508 w02 = -0.7264853 w03 = -0.62351745

[ 0. 0. -0.116648 -0.01164606]

b1 = [ 0. 0. -0.116648 -0.01164606]

[[-0.07818508 -0.8592682 0.66105974 0.5724138 -0.7264853 0.07107359 -0.67831886 0.32231402]

[-0.62351745 -0.28795207 0.5613973 -0.33145857 0.08687824 -0.76026464 0.50479794 -0.82465243]
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Did this for fun, but no idea how to read it
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[ 0.4051201 0.10365887 -0.37055156 0.64738166 0.40841305 0.7338768 0.17370227 0.48080054]

[-0.00648928 0.45852435 0.20108356 -0.6645981 -0.45105177 -0.01228085 1.0435193 -0.49823236]]

w12 = -0.07818508

[ 0.03630962 -0.04948874 -0.13093425 -0.12930813 0.297065 -0.07355705 0.0116918 -0.34688905]

b2 = [ 0.03630962 -0.04948874 -0.13093425 -0.12930813 0.297065 -0.07355705 0.0116918 -0.34688905]

[[-0.16024345 -0.68838304 0.52671957 0.44823143]

[-0.80897963 0.2519825 -0.8194737 0.18075241]

[-0.62351745 -0.66833395 0.5329366 -0.33338946]

[ 0.01315431 -0.6308349 0.37373525 -0.7934497 ]

[ 0.47132698 0.4837944 -0.249353 0.7172749 ]

[ 0.10691621 0.76628065 -0.08885805 0.49732572]

[ 0.12811598 0.51628065 0.04404363 -0.97995555]

[-0.51939243 0.7037906 0.64412713 -0.12350308]]

w23 = -0.16024345

[-0.08265618 -0.03927265 -0.13177943 0.00193784]

b3 = [-0.08265618 -0.03927265 -0.13177943 0.00193784]

# EXAMPLE SHOWING HOW TO USE MODEL.PREDICT

test = []

outpt=[]

predictions = model.predict(data\_inputs)

#first point (row [0])comparison of data and prediction

# put in a loop to print comparion for all data points

testarray = np.array([[ xarray[0][0] , xarray[0][1] , xarray[0][2] ]])

outpt = model.predict(testarray)

print ('row [0] data: T1= ', xarray[0][0]\*Tmed, ', gam= ', xarray[0][1]\*gamed, \ ', qsol= ', xarray[0][2]\*qsmed,', alpha= ', yarray[0][0]\*almed,\ ', predicted alpha = ', outpt[0][0]\*almed)

# SETTING UP PLOT

%matplotlib inline

# importing the required module

import matplotlib.pyplot as plt

plt.rcParams['figure.figsize'] = [8, 8] # for square canvas

#========

'''CALCULATE PREDICTED VALUES AND RETRIEVE DATA VALUES TO PLOT'''

plt.scatter(predictions[:, 0], data\_outputs[:, 0])

plt.title('Genetic Algorithm training of Neural Network ==> output = alpha') plt.xlabel('predicted output for NN (units)')

plt.ylabel('data output (units)')

plt.loglog()

plt.xlim(xmax = 10, xmin = 0.1)

plt.ylim(ymax = 10, ymin = 0.1)

# Generate red y=x line

x\_data = np.linspace(0.1, 10.0, num=3)

y\_data = x\_data

plt.plot(x\_data, y\_data, color='red')

plt.show()
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2/2 [==============================] - 0s 6ms/step

1/1 [==============================] - 0s 16ms/step

row [0] data: T1= 317.99999999999994 , gam= 0.0 , qsol= 500.0 , alpha= 35.1316 , predicted alpha = 35.32870097308159

### BUILD SURFACE PLOT ### ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

import matplotlib.cm as cm

# Build Test Arrays

test\_T1 = np.linspace(268/Tmed, 318/Tmed, 100)

test\_Qs = np.linspace(500/qsmed, 2500/qsmed, 100)

test\_gamma = 0.25/gamed

# Create Meshgrid

TEST\_T1, TEST\_QS = np.meshgrid(test\_T1, test\_Qs)

# Create a 3D array of shape (num\_rows, num\_cols, 3) for the input data

input\_data = np.stack((TEST\_T1, np.full\_like(TEST\_T1, test\_gamma), TEST\_QS), axis=-1)

# Reshape the input data to have (num\_rows \* num\_cols, 3)

input\_data = input\_data.reshape(-1, 3)

# Use model.predict to get all outputs at once

outputs = model.predict(input\_data)

# Reshape the outputs to match the original shape

ALPHA = (outputs[:, 0].reshape(TEST\_T1.shape))

# Create a 3D plot

fig = plt.figure()

ax = fig.add\_subplot(111, projection='3d')

# Plot the surface

surf = ax.plot\_surface(TEST\_T1\*Tmed, TEST\_QS\*qsmed, ALPHA\*almed, cmap=cm.coolwarm, linewidth=0, antialiased=False) #ax.view\_init(elev=10, azim=270) # Adjust 'elev' for elevation and 'azim' for azimuth angles

fig.colorbar(surf, ax=ax)

ax.set\_xlabel('T1 Temperature (K)', labelpad = 15, fontsize=12)

ax.set\_ylabel('Solar Thermal Heat Input Rate (W)', labelpad = 15, fontsize=12)

ax.set\_zlabel('Required Air to Fuel Ratio', labelpad = 1, fontsize=12)

ax.tick\_params(axis='y', labelsize=12)

ax.tick\_params(axis='x', labelsize=12)

ax.tick\_params(axis='z', labelsize=12)

plt.title('Required Air to Fuel Ratio at Gamma = 0.25')

#ax.set\_xlim(200, 1000 )

#ax.set\_ylim(200, 3000)

plt.tight\_layout()

plt.show()
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313/313 [==============================] - 1s 2ms/step

# Another way to create surface plot with Looping ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

'''

import matplotlib.pyplot as plt

from matplotlib import cm

# Build Test Arrays

test\_T1 = np.linspace(268/Tmed, 318/Tmed, 20)

test\_Qs = np.linspace(500/qsmed, 2500/qsmed, 20)

test\_gamma = 0.25/gamed

# Create Meshgrid

TEST\_T1, TEST\_QS = np.meshgrid(test\_T1, test\_Qs)

# Compute Z (height) values using the function

num\_rows, num\_cols = TEST\_T1.shape

ALPHA = np.full\_like(TEST\_T1, 0)

for i in range(num\_rows):

for j in range(num\_cols):

testarray = np.array([[TEST\_T1[i][j], test\_gamma, TEST\_QS[i][j]]])

outputs = model.predict(testarray)

ALPHA[i][j] = outputs[0][0]\*almed

# Create a 3D plot

fig = plt.figure()

ax = fig.add\_subplot(111, projection='3d')

# Plot the surface

surf = ax.plot\_surface(TEST\_T1\*Tmed, TEST\_QS\*qsmed, ALPHA, cmap=cm.coolwarm, linewidth=0, antialiased=False) #ax.view\_init(elev=0, azim=110) # Adjust 'elev' for elevation and 'azim' for azimuth angles fig.colorbar(surf, ax=ax)

ax.set\_xlabel('T1 Temperature (K)', labelpad = 15, fontsize=12)

ax.set\_ylabel('Rate of Solar Thermal Heat Input (C/s)', labelpad = 15, fontsize=12) ax.set\_zlabel('Required Air to Fuel Ratio', labelpad = -300, fontsize=12)

ax.tick\_params(axis='y', labelsize=12)

ax.tick\_params(axis='x', labelsize=12)

ax.tick\_params(axis='z', labelsize=12)
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plt.title('Required Air to Fuel Ratio at Gamma = 0.25')

#ax.set\_xlim(14, 62)

#ax.set\_ylim(14, 62)

plt.tight\_layout()

plt.show()

'''

'

\nimport matplotlib.pyplot as plt\nfrom matplotlib import cm\n\n# Build Test Arrays\ntest\_T1 = np.linspace(268/Tmed, 318/Tmed, 20)\ntest ace(500/qsmed, 2500/qsmed, 20)\ntest\_gamma = 0.25/gamed\n\n# Create Meshgrid\nTEST\_T1, TEST\_QS = np.meshgrid(test\_T1, test\_Qs)\n\n# Compu values using the function\nnum\_rows, num\_cols = TEST\_T1.shape\nALPHA = np.full\_like(TEST\_T1, 0)\nfor i in range(num\_rows):\n for j in ra s):\n testarray = np.array([[TEST\_T1[i][j], test\_gamma, TEST\_QS[i][j]]])\n outputs = model.predict(testarray)\n ALPHA[i][j] = ou med\n\n# Create a 3D plot\nfig = plt.figure()\nax = fig.add\_subplot(111, projection='3d')\n\n# Plot the surface\nsurf = ax.plot\_surface(T EST\_QS\*qsmed, ALPHA, cmap=cm.coolwarm, linewidth=0, antialiased=False)\n#ax.view\_init(elev=0, azim=110) # Adjust 'elev' for elevation an zimuth angles\nfig.colorbar(surf, ax=ax)\n\nax.set\_xlabel('T1 Temperature (K)', labelpad = 15, fon

…'

### TEST VALIDATION DATA

# Build Test Arrays

datax = [

[318.0, 0.0, 500.0],

[318.0, 0.0, 1500.0],

[318.0, 0.0, 2500.0],

[318.0, 0.25, 1500.0],

[318.0, 0.5, 500.0],

[318.0, 0.5, 1500.0],

[318.0, 0.5, 2500.0],

[303.0, 0.0, 1000.0],

[303.0, 0.0, 2000.0],

[303.0, 0.25, 1000.0],

[303.0, 0.25, 2000.0],

[303.0, 0.5, 1000.0],

[303.0, 0.5, 2000.0],

[288.0, 0.0, 500.0],

[288.0, 0.0, 2500.0],

[288.0, 0.25, 2500.0],

[288.0, 0.5, 1500.0],

[268.0, 0.0, 1500.0],

[268.0, 0.25, 2000.0],

[268.0, 0.5, 2500.0]

]

test\_xdata = np.array(datax) # convert to np array

datay = [

[ 35.13 , 0.3808 ],

[ 47.46 , 0.3930 ],

[ 73.12 , 0.4061 ],

[ 66.34 , 0.4098 ],

[ 63.09, 0.4154 ],

[ 85.23 , 0.4197 ],

[131.32 , 0.4242 ],

[ 38.99 , 0.4012 ],

[ 53.80 , 0.4136 ],

[ 54.51 , 0.4215 ],

[ 75.22 , 0.4290 ],

[ 70.04, 0.4337 ],

[ 96.65, 0.4382 ],

[ 33.45 , 0.4091 ],

[ 60.80 , 0.4334 ],

[ 85.044, 0.4477],

[ 77.56 , 0.4516 ],

[ 40.68 , 0.4383 ],

[ 65.24 , 0.4628 ],

[ 98.23 , 0.4760 ],

]

test\_ydata = np.array(datay) # convert to np array

# Calculate Median For Each Column

median\_values\_x = np.median(test\_xdata, axis=0)

Tmed = median\_values\_x[0]

gamed = median\_values\_x[1]

qsmed = median\_values\_x[2]
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median\_values\_y = np.median(test\_ydata, axis=0)

almed = median\_values\_y[0]

efmed = median\_values\_y[1]

print("Median values for each column:", median\_values\_x, median\_values\_y)

print("\n")

# Normalize Data

test\_xdata = (test\_xdata/median\_values\_x)

test\_ydata = (test\_ydata/median\_values\_y)

# Use model.predict to get all outputs at once

outputs = model.predict(test\_xdata)

# Regression Line

m, b = np.polyfit(test\_ydata[:, 0]\*almed, outputs[:, 0]\*almed, 1)

regress\_input = np.linspace(np.min(test\_ydata[:, 0])\*almed, np.max(test\_ydata[:, 0])\*almed, 50)

# Create a Log-Log plot

plt.loglog(test\_ydata[:, 0]\*almed, outputs[:, 0]\*almed, marker = 'o', linestyle = '') plt.loglog(regress\_input, m\*(regress\_input) + b, label=f'Regression Line: y = {m:.2f}x + {b:.2f}') plt.loglog(regress\_input, regress\_input, label=f'Perfect Fit Line: y = x')

plt.title('Log-Log Plot of Alpha Predicted Vs. Measured')

plt.xlabel('Measured Alpha ', labelpad = 10)

plt.ylabel('Predicted Alpha', labelpad = 10)

plt.legend()

plt.show()

### Output RMSD Value ###

diff = ((test\_ydata[:, 0]\*almed) - (outputs[:, 0]\*almed))/(test\_ydata[:, 0]\*almed) rms\_dev = np.sqrt(np.mean(diff\*\*2))

print("RMS Relative Deviation between Predicted and Measured Alpha: " + str(rms\_dev) + "\n") account\_circle
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Median values for each column: [3.03e+02 2.50e-01 1.50e+03] [65.79 0.42285]

1/1 [==============================] - 0s 19ms/step

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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ME 249 Project 2 Chris Simotas and Mason Rodriguez Rand

Task 2.4

!pip install pygad

'''To use pygad, first import it.'''

import tensorflow.keras

import numpy

import pygad

print('pygad installed correctly if no error messages')

output Collecting pygad

Downloading pygad-3.2.0-py3-none-any.whl (80 kB)

━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━ 80.8/80.8 kB 2.1 MB/s eta 0:00:00

Requirement already satisfied: cloudpickle in /usr/local/lib/python3.10/dist-packages (from pygad) (2.2.1) Requirement already satisfied: matplotlib in /usr/local/lib/python3.10/dist-packages (from pygad) (3.7.1)

Requirement already satisfied: numpy in /usr/local/lib/python3.10/dist-packages (from pygad) (1.23.5)

Requirement already satisfied: contourpy>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (1.1.1) Requirement already satisfied: cycler>=0.10 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (0.12.1) Requirement already satisfied: fonttools>=4.22.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (4.43.1) Requirement already satisfied: kiwisolver>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (1.4.5) Requirement already satisfied: packaging>=20.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (23.2) Requirement already satisfied: pillow>=6.2.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (9.4.0) Requirement already satisfied: pyparsing>=2.3.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (3.1.1) Requirement already satisfied: python-dateutil>=2.7 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (2.8.2) Requirement already satisfied: six>=1.5 in /usr/local/lib/python3.10/dist-packages (from python-dateutil>=2.7->matplotlib->pygad) (1.16. Installing collected packages: pygad

Successfully installed pygad-3.2.0

pygad installed correctly if no error messages

#CodeP2.5F23 ME249 V.P. Carey

#===import relevant packages

import tensorflow

import tensorflow.keras

import pygad.kerasga

import numpy as np

import pygad

#the following 2 lines are only needed for Mac OS machines

import os

os.environ['KMP\_DUPLICATE\_LIB\_OK']='True'

#========================

'''

#create input data array

# meadian values of input variables

Tmed = 293.

gamed = 0.25

qsmed = 1250.

#T1(K), gamma, , qsol(kW):

xdata = []

ND = 60

xdata = [[ 318.0/Tmed , 0.0/gamed , 500.0/qsmed ], [ 318.0/Tmed , 0.0/gamed , 1000.0/qsmed ]]

xdata.append([ 318.0/Tmed , 0.0/gamed , 1500.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2000.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2500.0/qsmed ])

# meadian values of output variables

almed = 60.

efmed = 0.4

# alpha, effsys

ydata = []

ydata = [[ 35.1316/almed , 0.3808/efmed ], [ 40.3764/almed , 0.38686/efmed ]]

ydata.append([ 47.4620/almed , 0.3930/efmed ])

ydata.append([ 57.5639/almed , 0.39949/efmed ])

ydata.append([ 73.1286/almed , 0.40612/efmed ])

'''

### USER CODE ###

#create input data array, normalizing input temp

#T1(K), gamma, , qsol(kW):

xdata = []

xdata = [[ 318.0 , 0.0 , 500.0 ], [ 318.0 , 0.0 , 1000.0 ]]

xdata.append([ 318.0 , 0.0 , 1500.0 ])

xdata.append([ 318.0 , 0.0 , 2000.0 ])
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xdata.append([ 318.0 , 0.0 , 2500.0 ])

xdata.append([ 318.0 , 0.25 , 500.0 ])

xdata.append([ 318.0 , 0.25 , 1000.0 ])

xdata.append([ 318.0 , 0.25 , 1500.0 ])

xdata.append([ 318.0 , 0.25 , 2000.0 ])

xdata.append([ 318.0 , 0.25 , 2500.0 ])

xdata.append([ 318.0 , 0.5 , 500.0 ])

xdata.append([ 318.0 , 0.5 , 1000.0 ])

xdata.append([ 318.0 , 0.5 , 1500.0 ])

xdata.append([ 318.0 , 0.5 , 2000.0 ])

xdata.append([ 318.0 , 0.5 , 2500.0 ])

xdata.append([ 303.0 , 0.0 , 500.0 ])

xdata.append([ 303.0 , 0.0 , 1000.0 ])

xdata.append([ 303.0 , 0.0 , 1500.0 ])

xdata.append([ 303.0 , 0.0 , 2000.0 ])

xdata.append([ 303.0 , 0.0 , 2500.0 ])

xdata.append([ 303.0 , 0.25 , 500.0 ])

xdata.append([ 303.0 , 0.25 , 1000.0 ])

xdata.append([ 303.0 , 0.25 , 1500.0 ])

xdata.append([ 303.0 , 0.25 , 2000.0 ])

xdata.append([ 303.0 , 0.25 , 2500.0 ])

xdata.append([ 303.0 , 0.5 , 500.0 ])

xdata.append([ 303.0 , 0.5 , 1000.0 ])

xdata.append([ 303.0 , 0.5 , 1500.0 ])

xdata.append([ 303.0 , 0.5 , 2000.0 ])

xdata.append([ 303.0 , 0.5 , 2500.0 ])

xdata.append([ 288.0 , 0.0 , 500.0 ])

xdata.append([ 288.0 , 0.0 , 1000.0 ])

xdata.append([ 288.0 , 0.0 , 1500.0 ])

xdata.append([ 288.0 , 0.0 , 2000.0 ])

xdata.append([ 288.0 , 0.0 , 2500.0 ])

xdata.append([ 288.0 , 0.25 , 500.0 ])

xdata.append([ 288.0 , 0.25 , 1000.0 ])

xdata.append([ 288.0 , 0.25 , 1500.0 ])

xdata.append([ 288.0 , 0.25 , 2000.0 ])

xdata.append([ 288.0 , 0.25 , 2500.0 ])

xdata.append([ 288.0 , 0.5 , 500.0 ])

xdata.append([ 288.0 , 0.5 , 1000.0 ])

xdata.append([ 288.0 , 0.5 , 1500.0 ])

xdata.append([ 288.0 , 0.5 , 2000.0 ])

xdata.append([ 288.0 , 0.5 , 2500.0 ])

xdata.append([ 268.0 , 0.0 , 500.0 ])

xdata.append([ 268.0 , 0.0 , 1000.0 ])

xdata.append([ 268.0 , 0.0 , 1500.0 ])

xdata.append([ 268.0 , 0.0 , 2000.0 ])

xdata.append([ 268.0 , 0.0 , 2500.0 ])

xdata.append([ 268.0 , 0.25 , 500.0 ])

xdata.append([ 268.0 , 0.25 , 1000.0 ])

xdata.append([ 268.0 , 0.25 , 1500.0 ])

xdata.append([ 268.0 , 0.25 , 2000.0 ])

xdata.append([ 268.0 , 0.25 , 2500.0 ])

xdata.append([ 268.0 , 0.5 , 500.0 ])

xdata.append([ 268.0 , 0.5 , 1000.0 ])

xdata.append([ 268.0 , 0.5 , 1500.0 ])

xdata.append([ 268.0 , 0.5 , 2000.0 ])

xdata.append([ 268.0 , 0.5 , 2500.0 ])

ydata = [[ 35.1316 , 0.3808 ],[ 40.3764 , 0.38686 ]] ydata.append([ 47.4620 , 0.3930 ])

ydata.append([ 57.5639 , 0.39949 ])

ydata.append([ 73.1286 , 0.40612 ])

ydata.append([ 49.1110 , 0.4023 ])

ydata.append([ 56.4428 , 0.40605 ])

ydata.append([ 66.3479 , 0.4098 ])

ydata.append([ 80.4695 , 0.413 ])

ydata.append([ 102.2276 , 0.4175 ])

ydata.append([ 63.0904 , 0.41540 ])

ydata.append([ 72.5092 , 0.4175 ])

ydata.append([ 85.2338, 0.4197 ])

ydata.append([ 103.3750 , 0.42192 ])

ydata.append([ 131.3266 , 0.4242 ])

ydata.append([ 34.273 , 0.3952 ])

ydata append([ 38 99026 0 4012 ])
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ydata.append([ 38.99026 , 0.4012 ])

ydata.append([ 45.2133, 0.4073 ])

ydata.append([ 53.8000 , 0.4136 ])

ydata.append([ 66.4130 , 0.4201 ])

ydata.append([ 47.922 , 0.4178 ])

ydata.append([ 54.518 , 0.4215 ])

ydata.append([ 63.220 , 0.4252 ])

ydata.append([ 75.226 , 0.4290 ])

ydata.append([ 92.862 , 0.4329 ])

ydata.append([ 61.572 , 0.4315 ])

ydata.append([ 70.0468 , 0.43373 ])

ydata.append([ 81.226 , 0.43597 ])

ydata.append([ 96.653 , 0.4382 ])

ydata.append([ 119.3124 , 0.44045 ])

ydata.append([ 33.4521 , 0.40913 ])

ydata.append([ 37.6911, 0.4150 ])

ydata.append([ 43.1602 , 0.4209 ])

ydata.append([ 50.4858 , 0.4271 ])

ydata.append([ 60.8067 , 0.4334 ])

ydata.append([ 46.7865 , 0.4328 ])

ydata.append([ 52.7151 , 0.43646 ])

ydata.append([ 60.36425 , 0.44016 ])

ydata.append([ 70.6099 , 0.443926 ])

ydata.append([ 85.0447 , 0.4477 ])

ydata.append([ 60.1208 , 0.44721 ])

ydata.append([ 67.7391 , 0.44940 ])

ydata.append([ 77.56830 , 0.4516 ])

ydata.append([ 90.73410 , 0.4538 ])

ydata.append([ 109.2828 , 0.4560 ])

ydata.append([ 32.4123 , 0.42694 ])

ydata.append([ 36.0807 , 0.4325 ])

ydata.append([ 40.6854 , 0.4383 ])

ydata.append([ 46.6374 , 0.4442 ])

ydata.append([ 54.6293 , 0.4503 ])

ydata.append([ 45.3472 , 0.4519 ])

ydata.append([ 50.4796 , 0.4555 ])

ydata.append([ 56.9219 , 0.4591 ])

ydata.append([ 65.2492 , 0.4628 ])

ydata.append([ 76.4304 , 0.4665 ])

ydata.append([ 58.2822 , 0.4672 ])

ydata.append([ 64.8785 , 0.4693 ])

ydata.append([ 73.1584 , 0.4715 ])

ydata.append([ 83.8610 , 0.4738 ])

ydata.append([ 98.2316 , 0.4760 ])

# Calculate the median for each column

median\_values\_x = np.median(np.array(xdata), axis=0)

Tmed = median\_values\_x[0] # 295.5

gamed = median\_values\_x[1] # 0.25

qsmed = median\_values\_x[2] # 1500.

median\_values\_y = np.median(np.array(ydata), axis=0)

almed = median\_values\_y[0] # 61.1

efmed = median\_values\_y[1] # 0.432

print("Median values for each column:", median\_values\_x, median\_values\_y)

# Reformat and Print Data

xdata = (xdata/median\_values\_x).tolist()

ydata = (ydata/median\_values\_y).tolist()

### USER CODE ###

data\_inputs = numpy.array(xdata)

print (data\_inputs)

data\_outputs = numpy.array(ydata)

print (data\_outputs)

Median values for each column: [2.955e+02 2.500e-01 1.500e+03] [61.18935 0.432 ] [[1.07614213 0. 0.33333333]

[1.07614213 0. 0.66666667]

[1.07614213 0. 1. ]

[1.07614213 0. 1.33333333]
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[1.07614213 0. 1.66666667]

[1.07614213 1. 0.33333333]

[1.07614213 1. 0.66666667]

[1.07614213 1. 1. ]

[1.07614213 1. 1.33333333]

[1.07614213 1. 1.66666667]

[1.07614213 2. 0.33333333]

[1.07614213 2. 0.66666667]

[1.07614213 2. 1. ]

[1.07614213 2. 1.33333333]

[1.07614213 2. 1.66666667]

[1.02538071 0. 0.33333333]

[1.02538071 0. 0.66666667]

[1.02538071 0. 1. ]

[1.02538071 0. 1.33333333]

[1.02538071 0. 1.66666667]

[1.02538071 1. 0.33333333]

[1.02538071 1. 0.66666667]

[1.02538071 1. 1. ]

[1.02538071 1. 1.33333333]

[1.02538071 1. 1.66666667]

[1.02538071 2. 0.33333333]

[1.02538071 2. 0.66666667]

[1.02538071 2. 1. ]

[1.02538071 2. 1.33333333]

[1.02538071 2. 1.66666667]

[0.97461929 0. 0.33333333]

[0.97461929 0. 0.66666667]

[0.97461929 0. 1. ]

[0.97461929 0. 1.33333333]

[0.97461929 0. 1.66666667]

[0.97461929 1. 0.33333333]

[0.97461929 1. 0.66666667]

[0.97461929 1. 1. ]

[0.97461929 1. 1.33333333]

[0.97461929 1. 1.66666667]

[0.97461929 2. 0.33333333]

[0.97461929 2. 0.66666667]

[0.97461929 2. 1. ]

[0.97461929 2. 1.33333333]

[0.97461929 2. 1.66666667]

[0.90693739 0. 0.33333333]

[0.90693739 0. 0.66666667]

[0.90693739 0. 1. ]

[0.90693739 0. 1.33333333]

[0.90693739 0. 1.66666667]

[0.90693739 1. 0.33333333]

[0.90693739 1. 0.66666667]

[0.90693739 1. 1. ]

[0.90693739 1. 1.33333333]

[0.90693739 1. 1.66666667]

[0.90693739 2. 0.33333333]

[0.90693739 2. 0.66666667]

#===define fitness function used in Genetic Algorithm - added ga\_instance input as needed for # In PyGAD 2.20.0, the fitness function must accept 3 parameters: # 1) The instance of the 'pygad.GA' class.

# 2) A solution to calculate its fitness value.

# 3) The solution's index within the population.

def fitness\_func(ga\_instance, solution, sol\_idx):

global data\_inputs, data\_outputs, keras\_ga, model

model\_weights\_matrix = pygad.kerasga.model\_weights\_as\_matrix(model=model, weights\_vector=solution)

model.set\_weights(weights=model\_weights\_matrix)

predictions = model.predict(data\_inputs)

mae = tensorflow.keras.losses.MeanAbsoluteError()

#data output array and predictions array are provided

#-->error for each data point is calcuated and mean abs error is computed for them #thus a mean fitness is determined for each solution using all data points meanabs\_error = mae(data\_outputs, predictions).numpy() + 0.00000001

solution\_fitness = 1.0/meanabs\_error

return solution\_fitness

#========================END
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#===define callback that keeps track of best solution for each generation and saves the best of # of all of them over the generations analyzed

def callback\_generation(ga\_instance):

print("Generation = {generation}".format(generation=ga\_instance.generations\_completed)) print("Fitness = {fitness}".format(fitness=ga\_instance.best\_solution()[1]))

#========================END

#===defining a sequential Neural Network

#initialize weights with values between minval and maxval

initializer = tensorflow.keras.initializers.RandomUniform(minval= -0.9, maxval=0.9)

model = tensorflow.keras.Sequential([

tensorflow.keras.layers.Dense(4, activation='relu', input\_shape=[3], kernel\_initializer=initializer), tensorflow.keras.layers.Dense(8, activation='relu', kernel\_initializer=initializer), tensorflow.keras.layers.Dense(4, activation='relu', kernel\_initializer=initializer), tensorflow.keras.layers.Dense(2, kernel\_initializer=initializer)

])

#Print summary of model features

model.summary()

#===define a vector that contains all the weights for Neural Network model

weights\_vector = pygad.kerasga.model\_weights\_as\_vector(model=model)

#===KerasGA Info below

'''KerasGA is part of the PyGAD library for training Keras models using the genetic algorithm (GA). The KerasGA project has a single module named kerasga.py which has a class named KerasGA for preparing an initial population of Keras model parameters.

PyGAD is an open-source Python library for building the genetic algorithm

and training machine learning algorithms.

Check the library's documentation at Read The Docs: https://pygad.readthedocs.io'''

#===Appears to instantiate a keras genetic algorithm object in which the genes are the weights for # NN model, and the population is 40 solutions - just used to set initial population keras\_ga = pygad.kerasga.KerasGA(model=model,

num\_solutions=40)

#===set number of generations to run, and number of best fitness solutions to

# keep and mate in each generation

num\_generations = 1500

num\_parents\_mating = 7 #Number of solutions to be selected as parents.

'''sol\_per\_pop = number of best solutions kept??'''

sol\_per\_pop = 37 # if fitness\_batch\_size is supported to calculate the fitness function in batches, # then the solutions are grouped into batches of size

parent\_selection\_type = "sss"

'''Steady State Selection

In every generation few chromosomes are selected

(good - with high fitness) for creating a new offspring.

Then some (bad - with low fitness) chromosomes are removed

and the new offspring is placed in their place.

The rest of population survives to new generation.'''

keep\_parents = 5

''' keep\_parents=-1: Number of parents to keep in the current population.

-1 (default) means to keep all parents in the next population.

0 means keep no parents in the next population. A value greater than 0

means keeps the specified number of parents in the next population. '''

crossover\_type = "single\_point"

''' crossover\_type="single\_point": Type of the crossover operation. Supported types are single\_point (for single-point crossover), two\_points (for two points crossover), uniform (for uniform crossover), and scattered (for scattered crossover). Scattered crossover is supported from PyGAD 2.9.0 and higher. It defaults to single\_point.'''

mutation\_type = "random"

''' mutation\_type="random": Type of the mutation operation. Supported types are random (for random mutation), swap (for swap mutation), inversion (for inversion mutation), scramble (for scramble mutation), and
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adaptive (for adaptive mutation). It defaults to random.'''

mutation\_percent\_genes = "default"

''' mutation\_percent\_genes="default": Percentage of genes to mutate. It defaults to the string "default" which is later translated into the integer 10 which means 10% of the genes will be mutated.

It must be >0 and <=100. Out of this percentage, the number of genes to mutate is deduced

which is assigned to the mutation\_num\_genes parameter.'''

#===set initial population as the neural network weights

initial\_population = keras\_ga.population\_weights

#===instantiate a pygad genetic algorithm object with desired attributes

ga\_instance = pygad.GA(num\_generations=num\_generations,

num\_parents\_mating=num\_parents\_mating,

initial\_population=initial\_population,

fitness\_func=fitness\_func,

sol\_per\_pop=sol\_per\_pop,

parent\_selection\_type = parent\_selection\_type,

keep\_parents = keep\_parents,

crossover\_type = crossover\_type,

mutation\_type = mutation\_type,

mutation\_percent\_genes = mutation\_percent\_genes,

on\_generation=callback\_generation)

#===run this instance of GA object that trains NN

ga\_instance.run()

#===the following just plots and prints results after run for specified number of generations

# After the generations complete, some plots are showed that summarize how the outputs/fitness values evolve over generations. ga\_instance.plot\_fitness(title="PyGAD & Keras - Iteration vs. Fitness", linewidth=4)

# Returning the details of the best solution.

solution, solution\_fitness, solution\_idx = ga\_instance.best\_solution()

print("Fitness value of the best solution = {solution\_fitness}".format(solution\_fitness=solution\_fitness)) print("Index of the best solution : {solution\_idx}".format(solution\_idx=solution\_idx))

# Fetch the parameters of the best solution.

best\_solution\_weights = pygad.kerasga.model\_weights\_as\_matrix(model=model,

weights\_vector=solution)

model.set\_weights(best\_solution\_weights)

predictions = model.predict(data\_inputs)

print("Predictions : \n", predictions)

print("data\_outputs : \n", data\_outputs)

mae = tensorflow.keras.losses.MeanAbsoluteError()

abs\_error = mae(data\_outputs, predictions).numpy()

print("Absolute Error : ", abs\_error)

#========================END
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Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

dense (Dense) (None, 4) 16

dense\_1 (Dense) (None, 8) 40

dense\_2 (Dense) (None, 4) 36

dense\_3 (Dense) (None, 2) 10

=================================================================

Total params: 102 (408.00 Byte)

Trainable params: 102 (408.00 Byte)

Non-trainable params: 0 (0.00 Byte)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

/usr/local/lib/python3.10/dist-packages/keras/src/initializers/initializers.py:120: UserWarning: The initializer RandomUniform is unseede warnings.warn(

**Streaming output truncated to the last 5000 lines.**

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 3ms/step

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

#SETTING UP PLOT

2/2 [==============================] - 0s 4ms/step

%matplotlib inline

2/2 [==============================] - 0s 4ms/step

# importing the required module

2/2 [==============================] - 0s 4ms/step

import matplotlib.pyplot as plt

2/2 [==============================] - 0s 3ms/step

plt.rcParams['figure.figsize'] = [8, 8] # for square canvas

2/2 [==============================] - 0s 4ms/step

#========

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 4ms/step

'''CALCULATE PREDICTED VALUES, RETRIEVE DATA VALUES AND PLOT'''

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 3ms/step

plt.scatter(predictions[:, 0], data\_outputs[:, 0])

2/2 [==============================] - 0s 4ms/step

plt.title('Case 1 Genetic Algorithm Training of Neural Network ==> Output = Alpha')

2/2 [==============================] - 0s 4ms/step

plt.xlabel('predicted output for NN (units)')

2/2 [==============================] - 0s 4ms/step

plt.ylabel('data output (units)')

2/2 [==============================] - 0s 4ms/step

plt.loglog()

2/2 [==============================] - 0s 4ms/step

plt.xlim(xmax = 10, xmin = 0.1)

2/2 [==============================] - 0s 4ms/step

plt.ylim(ymax = 10, ymin = 0.1)

2/2 [==============================] - 0s 5ms/step

# Generate red y=x line

2/2 [==============================] - 0s 4ms/step

x\_data = numpy.linspace(0.1, 10.0, num=3)

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 5ms/step

y\_data = x\_data

2/2 [==============================] - 0s 4ms/step

plt.plot(x\_data, y\_data, color='red')

2/2 [==============================] - 0s 5ms/step

plt.show()

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

Fitness = 26.635100146974565

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 8ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [ ] 0s 5ms/step
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Fitness value of the best solution = 26.635100146974565 Index of the best solution : 0 2/2 [==============================] - 0s 4ms/step Predictions : [[0.56829846 0.9462137 ] [0.6203693 0.97661936] [0.8336084 0.93810165] [1.0213232 0.9107852 ] [1.1432731 0.9123293 ] [0.7549653 1.0074414 ] [0.92246556 1.015717 ] [1.1150432 1.0119892 ] [1.3282826 0.9734715 ] [1.6031833 1.0700694 ] [1.053571 1.0221943 ] [1.2385082 1.0313312 ] [1.4234459 1.0404683 ] [1.6248109 1.0804329 ] [1.9202292 1.2219908 ] [0.5685359 0.94643164] [0.60767317 0.98236823] [0.7547207 0.97215724] [0.9283874 0.9510057 ] [1.0503371 0.9525498 ] [0.7553216 1.007459 ] [0.8654754 1.0129013 ] [1.0504127 1.0220382 ] [1.2493947 1.0075272 ] [1.4823246 1.0121566 ] [0.99658084 1.0193787 ] [1.1815183 1.0285157 ] [1.3664556 1.0376526 ] [1.551393 1.0467896 ] [1.7993708 1.1640782 ] [0.56877327 0.94664955] [0.60791063 0.98258615] [0.6773796 1.0036082 ] [0.83545125 0.9912263 ] [0.9574008 0.99277043] [0.7556778 1.0074766 ] [0.8144337 1.0103796 ] [0.9934225 1.0192225 ] [1.1783597 1.0283597 ] [1.3837459 1.0030651 ] [0.9723499 1.0181816 ] [1.1245282 1.0257 ] [1.3094654 1.034837 ] [1.4944026 1.0439739 ] [1.7105603 1.1215222 ] [0.56908965 0.9469402 ] [0.608227 0.98287666] [0.6569927 1.002601 ] [0.73435986 1.0064234 ] [0.85372424 1.0123208 ] [0.756153 1.0075002 ] [0.81490874 1.0104029 ] [0.91743565 1.0154684 ] [1.1023726 1.0246054 ] [1.2873104 1.0337424 ] [0.9728248 1.0182049 ] [1.0485411 1.0219458 ] [1.2334783 1.0310827 ] [1.418416 1.0402198 ] [1.6154985 1.0759706 ]] data\_outputs : [[0.57414566 0.88148148] [0.65985993 0.89550926] [0.77565786 0.90972222] [0.94075031 0.92474537] [1.19511974 0.94009259] [0.80260699 0.93125 ] [0.92242849 0.93993056] [1.0843047 0.94861111] [1.31508996 0.95601852] [1.67067635 0.96643519] [1.03106831 0.96157407] [1.18499706 0.96643519] [1.39295155 0.97152778] [1.68942798 0.97666667] [2.14623296 0.98194444] [0.56011381 0.91481481] [0.63720664 0.9287037 ] [0.738908 0.94282407] [0.87923797 0.95740741] [1.08536861 0.9724537 ] [0.7831755 0.96712963] [0.89097204 0.97569444] [1.03318633 0.98425926] [1.22939695 0.99305556] [1.51761704 1.00208333] [1.00625354 0.99884259] [1.14475477 1.00400463] [1.32745323 1.00918981] [1.57957226 1.01435185] [1.94988834 1.01956019] [0.54669808 0.94706019] [0.61597484 0.96064815] [0.70535477 0.97430556] [0.82507495 0.98865741] [0.99374646 1.00324074] [0.76461835 1.00185185] [0.86150776 1.01032407] [0.98651563 1.01888889] [1.15395735 1.02760648] [1.38986114 1.03634259] [0.98253699 1.03520833] [1.10704069 1.04027778] [1.26767648 1.04537037] [1.48284138 1.05046296] [1.78597746 1.05555556] [0.52970492 0.98828704] [0.58965653 1.00115741] [0.66490982 1.01458333] [0.76218165 1.02824074] [0.89279098 1.04236111] [0.74109629 1.04606481] [0.82497363 1.05439815] [0.93025829 1.06273148] [1.06634896 1.0712963 ] [1.24908011 1.07986111] [0.95248928 1.08148148] [1.06029072 1.08634259] [1.19560675 1.09143519] [1.37051627 1.09675926] [1.60537087 1.10185185]] Absolute Error : 0.037544433![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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ME 249 Project 2 Chris Simotas and Mason Rodriguez Rand

Task 2.4

!pip install pygad

'''To use pygad, first import it.'''

import tensorflow.keras

import numpy

import pygad

print('pygad installed correctly if no error messages')

output Collecting pygad

Downloading pygad-3.2.0-py3-none-any.whl (80 kB)

━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━━ 80.8/80.8 kB 2.1 MB/s eta 0:00:00

Requirement already satisfied: cloudpickle in /usr/local/lib/python3.10/dist-packages (from pygad) (2.2.1) Requirement already satisfied: matplotlib in /usr/local/lib/python3.10/dist-packages (from pygad) (3.7.1)

Requirement already satisfied: numpy in /usr/local/lib/python3.10/dist-packages (from pygad) (1.23.5)

Requirement already satisfied: contourpy>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (1.1.1) Requirement already satisfied: cycler>=0.10 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (0.12.1) Requirement already satisfied: fonttools>=4.22.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (4.43.1) Requirement already satisfied: kiwisolver>=1.0.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (1.4.5) Requirement already satisfied: packaging>=20.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (23.2) Requirement already satisfied: pillow>=6.2.0 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (9.4.0) Requirement already satisfied: pyparsing>=2.3.1 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (3.1.1) Requirement already satisfied: python-dateutil>=2.7 in /usr/local/lib/python3.10/dist-packages (from matplotlib->pygad) (2.8.2) Requirement already satisfied: six>=1.5 in /usr/local/lib/python3.10/dist-packages (from python-dateutil>=2.7->matplotlib->pygad) (1.16. Installing collected packages: pygad

Successfully installed pygad-3.2.0

pygad installed correctly if no error messages

#CodeP2.5F23 ME249 V.P. Carey

#===import relevant packages

import tensorflow

import tensorflow.keras

import pygad.kerasga

import numpy as np

import pygad

#the following 2 lines are only needed for Mac OS machines

import os

os.environ['KMP\_DUPLICATE\_LIB\_OK']='True'

#========================

'''

#create input data array

# meadian values of input variables

Tmed = 293.

gamed = 0.25

qsmed = 1250.

#T1(K), gamma, , qsol(kW):

xdata = []

ND = 60

xdata = [[ 318.0/Tmed , 0.0/gamed , 500.0/qsmed ], [ 318.0/Tmed , 0.0/gamed , 1000.0/qsmed ]]

xdata.append([ 318.0/Tmed , 0.0/gamed , 1500.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2000.0/qsmed ])

xdata.append([ 318.0/Tmed , 0.0/gamed , 2500.0/qsmed ])

# meadian values of output variables

almed = 60.

efmed = 0.4

# alpha, effsys

ydata = []

ydata = [[ 35.1316/almed , 0.3808/efmed ], [ 40.3764/almed , 0.38686/efmed ]]

ydata.append([ 47.4620/almed , 0.3930/efmed ])

ydata.append([ 57.5639/almed , 0.39949/efmed ])

ydata.append([ 73.1286/almed , 0.40612/efmed ])

'''

### USER CODE ###

#create input data array, normalizing input temp

#T1(K), gamma, , qsol(kW):

xdata = []

xdata = [[ 318.0 , 0.0 , 500.0 ], [ 318.0 , 0.0 , 1000.0 ]]

xdata.append([ 318.0 , 0.0 , 1500.0 ])

xdata.append([ 318.0 , 0.0 , 2000.0 ])
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xdata.append([ 318.0 , 0.0 , 2500.0 ])

xdata.append([ 318.0 , 0.25 , 500.0 ])

xdata.append([ 318.0 , 0.25 , 1000.0 ])

xdata.append([ 318.0 , 0.25 , 1500.0 ])

xdata.append([ 318.0 , 0.25 , 2000.0 ])

xdata.append([ 318.0 , 0.25 , 2500.0 ])

xdata.append([ 318.0 , 0.5 , 500.0 ])

xdata.append([ 318.0 , 0.5 , 1000.0 ])

xdata.append([ 318.0 , 0.5 , 1500.0 ])

xdata.append([ 318.0 , 0.5 , 2000.0 ])

xdata.append([ 318.0 , 0.5 , 2500.0 ])

xdata.append([ 303.0 , 0.0 , 500.0 ])

xdata.append([ 303.0 , 0.0 , 1000.0 ])

xdata.append([ 303.0 , 0.0 , 1500.0 ])

xdata.append([ 303.0 , 0.0 , 2000.0 ])

xdata.append([ 303.0 , 0.0 , 2500.0 ])

xdata.append([ 303.0 , 0.25 , 500.0 ])

xdata.append([ 303.0 , 0.25 , 1000.0 ])

xdata.append([ 303.0 , 0.25 , 1500.0 ])

xdata.append([ 303.0 , 0.25 , 2000.0 ])

xdata.append([ 303.0 , 0.25 , 2500.0 ])

xdata.append([ 303.0 , 0.5 , 500.0 ])

xdata.append([ 303.0 , 0.5 , 1000.0 ])

xdata.append([ 303.0 , 0.5 , 1500.0 ])

xdata.append([ 303.0 , 0.5 , 2000.0 ])

xdata.append([ 303.0 , 0.5 , 2500.0 ])

xdata.append([ 288.0 , 0.0 , 500.0 ])

xdata.append([ 288.0 , 0.0 , 1000.0 ])

xdata.append([ 288.0 , 0.0 , 1500.0 ])

xdata.append([ 288.0 , 0.0 , 2000.0 ])

xdata.append([ 288.0 , 0.0 , 2500.0 ])

xdata.append([ 288.0 , 0.25 , 500.0 ])

xdata.append([ 288.0 , 0.25 , 1000.0 ])

xdata.append([ 288.0 , 0.25 , 1500.0 ])

xdata.append([ 288.0 , 0.25 , 2000.0 ])

xdata.append([ 288.0 , 0.25 , 2500.0 ])

xdata.append([ 288.0 , 0.5 , 500.0 ])

xdata.append([ 288.0 , 0.5 , 1000.0 ])

xdata.append([ 288.0 , 0.5 , 1500.0 ])

xdata.append([ 288.0 , 0.5 , 2000.0 ])

xdata.append([ 288.0 , 0.5 , 2500.0 ])

xdata.append([ 268.0 , 0.0 , 500.0 ])

xdata.append([ 268.0 , 0.0 , 1000.0 ])

xdata.append([ 268.0 , 0.0 , 1500.0 ])

xdata.append([ 268.0 , 0.0 , 2000.0 ])

xdata.append([ 268.0 , 0.0 , 2500.0 ])

xdata.append([ 268.0 , 0.25 , 500.0 ])

xdata.append([ 268.0 , 0.25 , 1000.0 ])

xdata.append([ 268.0 , 0.25 , 1500.0 ])

xdata.append([ 268.0 , 0.25 , 2000.0 ])

xdata.append([ 268.0 , 0.25 , 2500.0 ])

xdata.append([ 268.0 , 0.5 , 500.0 ])

xdata.append([ 268.0 , 0.5 , 1000.0 ])

xdata.append([ 268.0 , 0.5 , 1500.0 ])

xdata.append([ 268.0 , 0.5 , 2000.0 ])

xdata.append([ 268.0 , 0.5 , 2500.0 ])

ydata = [[ 35.1316 , 0.3808 ],[ 40.3764 , 0.38686 ]] ydata.append([ 47.4620 , 0.3930 ])

ydata.append([ 57.5639 , 0.39949 ])

ydata.append([ 73.1286 , 0.40612 ])

ydata.append([ 49.1110 , 0.4023 ])

ydata.append([ 56.4428 , 0.40605 ])

ydata.append([ 66.3479 , 0.4098 ])

ydata.append([ 80.4695 , 0.413 ])

ydata.append([ 102.2276 , 0.4175 ])

ydata.append([ 63.0904 , 0.41540 ])

ydata.append([ 72.5092 , 0.4175 ])

ydata.append([ 85.2338, 0.4197 ])

ydata.append([ 103.3750 , 0.42192 ])

ydata.append([ 131.3266 , 0.4242 ])

ydata.append([ 34.273 , 0.3952 ])

ydata append([ 38 99026 0 4012 ])
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ydata.append([ 38.99026 , 0.4012 ])

ydata.append([ 45.2133, 0.4073 ])

ydata.append([ 53.8000 , 0.4136 ])

ydata.append([ 66.4130 , 0.4201 ])

ydata.append([ 47.922 , 0.4178 ])

ydata.append([ 54.518 , 0.4215 ])

ydata.append([ 63.220 , 0.4252 ])

ydata.append([ 75.226 , 0.4290 ])

ydata.append([ 92.862 , 0.4329 ])

ydata.append([ 61.572 , 0.4315 ])

ydata.append([ 70.0468 , 0.43373 ])

ydata.append([ 81.226 , 0.43597 ])

ydata.append([ 96.653 , 0.4382 ])

ydata.append([ 119.3124 , 0.44045 ])

ydata.append([ 33.4521 , 0.40913 ])

ydata.append([ 37.6911, 0.4150 ])

ydata.append([ 43.1602 , 0.4209 ])

ydata.append([ 50.4858 , 0.4271 ])

ydata.append([ 60.8067 , 0.4334 ])

ydata.append([ 46.7865 , 0.4328 ])

ydata.append([ 52.7151 , 0.43646 ])

ydata.append([ 60.36425 , 0.44016 ])

ydata.append([ 70.6099 , 0.443926 ])

ydata.append([ 85.0447 , 0.4477 ])

ydata.append([ 60.1208 , 0.44721 ])

ydata.append([ 67.7391 , 0.44940 ])

ydata.append([ 77.56830 , 0.4516 ])

ydata.append([ 90.73410 , 0.4538 ])

ydata.append([ 109.2828 , 0.4560 ])

ydata.append([ 32.4123 , 0.42694 ])

ydata.append([ 36.0807 , 0.4325 ])

ydata.append([ 40.6854 , 0.4383 ])

ydata.append([ 46.6374 , 0.4442 ])

ydata.append([ 54.6293 , 0.4503 ])

ydata.append([ 45.3472 , 0.4519 ])

ydata.append([ 50.4796 , 0.4555 ])

ydata.append([ 56.9219 , 0.4591 ])

ydata.append([ 65.2492 , 0.4628 ])

ydata.append([ 76.4304 , 0.4665 ])

ydata.append([ 58.2822 , 0.4672 ])

ydata.append([ 64.8785 , 0.4693 ])

ydata.append([ 73.1584 , 0.4715 ])

ydata.append([ 83.8610 , 0.4738 ])

ydata.append([ 98.2316 , 0.4760 ])

# Calculate the median for each column

median\_values\_x = np.median(np.array(xdata), axis=0)

Tmed = median\_values\_x[0] # 295.5

gamed = median\_values\_x[1] # 0.25

qsmed = median\_values\_x[2] # 1500.

median\_values\_y = np.median(np.array(ydata), axis=0)

almed = median\_values\_y[0] # 61.1

efmed = median\_values\_y[1] # 0.432

print("Median values for each column:", median\_values\_x, median\_values\_y)

# Reformat and Print Data

xdata = (xdata/median\_values\_x).tolist()

ydata = (ydata/median\_values\_y).tolist()

### USER CODE ###

data\_inputs = numpy.array(xdata)

print (data\_inputs)

data\_outputs = numpy.array(ydata)

print (data\_outputs)

Median values for each column: [2.955e+02 2.500e-01 1.500e+03] [61.18935 0.432 ] [[1.07614213 0. 0.33333333]

[1.07614213 0. 0.66666667]

[1.07614213 0. 1. ]

[1.07614213 0. 1.33333333]

https://colab.research.google.com/drive/1zF3MxDSNexQFgGKlekCaUduRgrLGkvax#printMode=true 3/8

10/31/23, 11:25 PM Project 2 Task 2.4 Base Case (Case 1).ipynb - Colaboratory

[1.07614213 0. 1.66666667]

[1.07614213 1. 0.33333333]

[1.07614213 1. 0.66666667]

[1.07614213 1. 1. ]

[1.07614213 1. 1.33333333]

[1.07614213 1. 1.66666667]

[1.07614213 2. 0.33333333]

[1.07614213 2. 0.66666667]

[1.07614213 2. 1. ]

[1.07614213 2. 1.33333333]

[1.07614213 2. 1.66666667]

[1.02538071 0. 0.33333333]

[1.02538071 0. 0.66666667]

[1.02538071 0. 1. ]

[1.02538071 0. 1.33333333]

[1.02538071 0. 1.66666667]

[1.02538071 1. 0.33333333]

[1.02538071 1. 0.66666667]

[1.02538071 1. 1. ]

[1.02538071 1. 1.33333333]

[1.02538071 1. 1.66666667]

[1.02538071 2. 0.33333333]

[1.02538071 2. 0.66666667]

[1.02538071 2. 1. ]

[1.02538071 2. 1.33333333]

[1.02538071 2. 1.66666667]

[0.97461929 0. 0.33333333]

[0.97461929 0. 0.66666667]

[0.97461929 0. 1. ]

[0.97461929 0. 1.33333333]

[0.97461929 0. 1.66666667]

[0.97461929 1. 0.33333333]

[0.97461929 1. 0.66666667]

[0.97461929 1. 1. ]

[0.97461929 1. 1.33333333]

[0.97461929 1. 1.66666667]

[0.97461929 2. 0.33333333]

[0.97461929 2. 0.66666667]

[0.97461929 2. 1. ]

[0.97461929 2. 1.33333333]

[0.97461929 2. 1.66666667]

[0.90693739 0. 0.33333333]

[0.90693739 0. 0.66666667]

[0.90693739 0. 1. ]

[0.90693739 0. 1.33333333]

[0.90693739 0. 1.66666667]

[0.90693739 1. 0.33333333]

[0.90693739 1. 0.66666667]

[0.90693739 1. 1. ]

[0.90693739 1. 1.33333333]

[0.90693739 1. 1.66666667]

[0.90693739 2. 0.33333333]

[0.90693739 2. 0.66666667]

#===define fitness function used in Genetic Algorithm - added ga\_instance input as needed for # In PyGAD 2.20.0, the fitness function must accept 3 parameters: # 1) The instance of the 'pygad.GA' class.

# 2) A solution to calculate its fitness value.

# 3) The solution's index within the population.

def fitness\_func(ga\_instance, solution, sol\_idx):

global data\_inputs, data\_outputs, keras\_ga, model

model\_weights\_matrix = pygad.kerasga.model\_weights\_as\_matrix(model=model, weights\_vector=solution)

model.set\_weights(weights=model\_weights\_matrix)

predictions = model.predict(data\_inputs)

mae = tensorflow.keras.losses.MeanAbsoluteError()

#data output array and predictions array are provided

#-->error for each data point is calcuated and mean abs error is computed for them #thus a mean fitness is determined for each solution using all data points meanabs\_error = mae(data\_outputs, predictions).numpy() + 0.00000001

solution\_fitness = 1.0/meanabs\_error

return solution\_fitness

#========================END
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#===define callback that keeps track of best solution for each generation and saves the best of # of all of them over the generations analyzed

def callback\_generation(ga\_instance):

print("Generation = {generation}".format(generation=ga\_instance.generations\_completed)) print("Fitness = {fitness}".format(fitness=ga\_instance.best\_solution()[1]))

#========================END

#===defining a sequential Neural Network

#initialize weights with values between minval and maxval

initializer = tensorflow.keras.initializers.RandomUniform(minval= -0.9, maxval=0.9)

model = tensorflow.keras.Sequential([

tensorflow.keras.layers.Dense(4, activation='relu', input\_shape=[3], kernel\_initializer=initializer), tensorflow.keras.layers.Dense(8, activation='relu', kernel\_initializer=initializer), tensorflow.keras.layers.Dense(4, activation='relu', kernel\_initializer=initializer), tensorflow.keras.layers.Dense(2, kernel\_initializer=initializer)

])

#Print summary of model features

model.summary()

#===define a vector that contains all the weights for Neural Network model

weights\_vector = pygad.kerasga.model\_weights\_as\_vector(model=model)

#===KerasGA Info below

'''KerasGA is part of the PyGAD library for training Keras models using the genetic algorithm (GA). The KerasGA project has a single module named kerasga.py which has a class named KerasGA for preparing an initial population of Keras model parameters.

PyGAD is an open-source Python library for building the genetic algorithm

and training machine learning algorithms.

Check the library's documentation at Read The Docs: https://pygad.readthedocs.io'''

#===Appears to instantiate a keras genetic algorithm object in which the genes are the weights for # NN model, and the population is 40 solutions - just used to set initial population keras\_ga = pygad.kerasga.KerasGA(model=model,

num\_solutions=40)

#===set number of generations to run, and number of best fitness solutions to

# keep and mate in each generation

num\_generations = 1500

num\_parents\_mating = 7 #Number of solutions to be selected as parents.

'''sol\_per\_pop = number of best solutions kept??'''

sol\_per\_pop = 37 # if fitness\_batch\_size is supported to calculate the fitness function in batches, # then the solutions are grouped into batches of size

parent\_selection\_type = "sss"

'''Steady State Selection

In every generation few chromosomes are selected

(good - with high fitness) for creating a new offspring.

Then some (bad - with low fitness) chromosomes are removed

and the new offspring is placed in their place.

The rest of population survives to new generation.'''

keep\_parents = 5

''' keep\_parents=-1: Number of parents to keep in the current population.

-1 (default) means to keep all parents in the next population.

0 means keep no parents in the next population. A value greater than 0

means keeps the specified number of parents in the next population. '''

crossover\_type = "single\_point"

''' crossover\_type="single\_point": Type of the crossover operation. Supported types are single\_point (for single-point crossover), two\_points (for two points crossover), uniform (for uniform crossover), and scattered (for scattered crossover). Scattered crossover is supported from PyGAD 2.9.0 and higher. It defaults to single\_point.'''

mutation\_type = "random"

''' mutation\_type="random": Type of the mutation operation. Supported types are random (for random mutation), swap (for swap mutation), inversion (for inversion mutation), scramble (for scramble mutation), and
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adaptive (for adaptive mutation). It defaults to random.'''

mutation\_percent\_genes = "default"

''' mutation\_percent\_genes="default": Percentage of genes to mutate. It defaults to the string "default" which is later translated into the integer 10 which means 10% of the genes will be mutated.

It must be >0 and <=100. Out of this percentage, the number of genes to mutate is deduced

which is assigned to the mutation\_num\_genes parameter.'''

#===set initial population as the neural network weights

initial\_population = keras\_ga.population\_weights

#===instantiate a pygad genetic algorithm object with desired attributes

ga\_instance = pygad.GA(num\_generations=num\_generations,

num\_parents\_mating=num\_parents\_mating,

initial\_population=initial\_population,

fitness\_func=fitness\_func,

sol\_per\_pop=sol\_per\_pop,

parent\_selection\_type = parent\_selection\_type,

keep\_parents = keep\_parents,

crossover\_type = crossover\_type,

mutation\_type = mutation\_type,

mutation\_percent\_genes = mutation\_percent\_genes,

on\_generation=callback\_generation)

#===run this instance of GA object that trains NN

ga\_instance.run()

#===the following just plots and prints results after run for specified number of generations

# After the generations complete, some plots are showed that summarize how the outputs/fitness values evolve over generations. ga\_instance.plot\_fitness(title="PyGAD & Keras - Iteration vs. Fitness", linewidth=4)

# Returning the details of the best solution.

solution, solution\_fitness, solution\_idx = ga\_instance.best\_solution()

print("Fitness value of the best solution = {solution\_fitness}".format(solution\_fitness=solution\_fitness)) print("Index of the best solution : {solution\_idx}".format(solution\_idx=solution\_idx))

# Fetch the parameters of the best solution.

best\_solution\_weights = pygad.kerasga.model\_weights\_as\_matrix(model=model,

weights\_vector=solution)

model.set\_weights(best\_solution\_weights)

predictions = model.predict(data\_inputs)

print("Predictions : \n", predictions)

print("data\_outputs : \n", data\_outputs)

mae = tensorflow.keras.losses.MeanAbsoluteError()

abs\_error = mae(data\_outputs, predictions).numpy()

print("Absolute Error : ", abs\_error)

#========================END
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Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

dense (Dense) (None, 4) 16

dense\_1 (Dense) (None, 8) 40

dense\_2 (Dense) (None, 4) 36

dense\_3 (Dense) (None, 2) 10

=================================================================

Total params: 102 (408.00 Byte)

Trainable params: 102 (408.00 Byte)

Non-trainable params: 0 (0.00 Byte)

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

/usr/local/lib/python3.10/dist-packages/keras/src/initializers/initializers.py:120: UserWarning: The initializer RandomUniform is unseede warnings.warn(

**Streaming output truncated to the last 5000 lines.**

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 3ms/step

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

#SETTING UP PLOT

2/2 [==============================] - 0s 4ms/step

%matplotlib inline

2/2 [==============================] - 0s 4ms/step

# importing the required module

2/2 [==============================] - 0s 4ms/step

import matplotlib.pyplot as plt

2/2 [==============================] - 0s 3ms/step

plt.rcParams['figure.figsize'] = [8, 8] # for square canvas

2/2 [==============================] - 0s 4ms/step

#========

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 4ms/step

'''CALCULATE PREDICTED VALUES, RETRIEVE DATA VALUES AND PLOT'''

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 3ms/step

plt.scatter(predictions[:, 0], data\_outputs[:, 0])

2/2 [==============================] - 0s 4ms/step

plt.title('Case 1 Genetic Algorithm Training of Neural Network ==> Output = Alpha')

2/2 [==============================] - 0s 4ms/step

plt.xlabel('predicted output for NN (units)')

2/2 [==============================] - 0s 4ms/step

plt.ylabel('data output (units)')

2/2 [==============================] - 0s 4ms/step

plt.loglog()

2/2 [==============================] - 0s 4ms/step

plt.xlim(xmax = 10, xmin = 0.1)

2/2 [==============================] - 0s 4ms/step

plt.ylim(ymax = 10, ymin = 0.1)

2/2 [==============================] - 0s 5ms/step

# Generate red y=x line

2/2 [==============================] - 0s 4ms/step

x\_data = numpy.linspace(0.1, 10.0, num=3)

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 5ms/step

y\_data = x\_data

2/2 [==============================] - 0s 4ms/step

plt.plot(x\_data, y\_data, color='red')

2/2 [==============================] - 0s 5ms/step

plt.show()

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

Fitness = 26.635100146974565

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 5ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [==============================] - 0s 6ms/step

2/2 [==============================] - 0s 8ms/step

2/2 [==============================] - 0s 4ms/step

2/2 [ ] 0s 5ms/step
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Fitness value of the best solution = 26.635100146974565 Index of the best solution : 0 2/2 [==============================] - 0s 4ms/step Predictions : [[0.56829846 0.9462137 ] [0.6203693 0.97661936] [0.8336084 0.93810165] [1.0213232 0.9107852 ] [1.1432731 0.9123293 ] [0.7549653 1.0074414 ] [0.92246556 1.015717 ] [1.1150432 1.0119892 ] [1.3282826 0.9734715 ] [1.6031833 1.0700694 ] [1.053571 1.0221943 ] [1.2385082 1.0313312 ] [1.4234459 1.0404683 ] [1.6248109 1.0804329 ] [1.9202292 1.2219908 ] [0.5685359 0.94643164] [0.60767317 0.98236823] [0.7547207 0.97215724] [0.9283874 0.9510057 ] [1.0503371 0.9525498 ] [0.7553216 1.007459 ] [0.8654754 1.0129013 ] [1.0504127 1.0220382 ] [1.2493947 1.0075272 ] [1.4823246 1.0121566 ] [0.99658084 1.0193787 ] [1.1815183 1.0285157 ] [1.3664556 1.0376526 ] [1.551393 1.0467896 ] [1.7993708 1.1640782 ] [0.56877327 0.94664955] [0.60791063 0.98258615] [0.6773796 1.0036082 ] [0.83545125 0.9912263 ] [0.9574008 0.99277043] [0.7556778 1.0074766 ] [0.8144337 1.0103796 ] [0.9934225 1.0192225 ] [1.1783597 1.0283597 ] [1.3837459 1.0030651 ] [0.9723499 1.0181816 ] [1.1245282 1.0257 ] [1.3094654 1.034837 ] [1.4944026 1.0439739 ] [1.7105603 1.1215222 ] [0.56908965 0.9469402 ] [0.608227 0.98287666] [0.6569927 1.002601 ] [0.73435986 1.0064234 ] [0.85372424 1.0123208 ] [0.756153 1.0075002 ] [0.81490874 1.0104029 ] [0.91743565 1.0154684 ] [1.1023726 1.0246054 ] [1.2873104 1.0337424 ] [0.9728248 1.0182049 ] [1.0485411 1.0219458 ] [1.2334783 1.0310827 ] [1.418416 1.0402198 ] [1.6154985 1.0759706 ]] data\_outputs : [[0.57414566 0.88148148] [0.65985993 0.89550926] [0.77565786 0.90972222] [0.94075031 0.92474537] [1.19511974 0.94009259] [0.80260699 0.93125 ] [0.92242849 0.93993056] [1.0843047 0.94861111] [1.31508996 0.95601852] [1.67067635 0.96643519] [1.03106831 0.96157407] [1.18499706 0.96643519] [1.39295155 0.97152778] [1.68942798 0.97666667] [2.14623296 0.98194444] [0.56011381 0.91481481] [0.63720664 0.9287037 ] [0.738908 0.94282407] [0.87923797 0.95740741] [1.08536861 0.9724537 ] [0.7831755 0.96712963] [0.89097204 0.97569444] [1.03318633 0.98425926] [1.22939695 0.99305556] [1.51761704 1.00208333] [1.00625354 0.99884259] [1.14475477 1.00400463] [1.32745323 1.00918981] [1.57957226 1.01435185] [1.94988834 1.01956019] [0.54669808 0.94706019] [0.61597484 0.96064815] [0.70535477 0.97430556] [0.82507495 0.98865741] [0.99374646 1.00324074] [0.76461835 1.00185185] [0.86150776 1.01032407] [0.98651563 1.01888889] [1.15395735 1.02760648] [1.38986114 1.03634259] [0.98253699 1.03520833] [1.10704069 1.04027778] [1.26767648 1.04537037] [1.48284138 1.05046296] [1.78597746 1.05555556] [0.52970492 0.98828704] [0.58965653 1.00115741] [0.66490982 1.01458333] [0.76218165 1.02824074] [0.89279098 1.04236111] [0.74109629 1.04606481] [0.82497363 1.05439815] [0.93025829 1.06273148] [1.06634896 1.0712963 ] [1.24908011 1.07986111] [0.95248928 1.08148148] [1.06029072 1.08634259] [1.19560675 1.09143519] [1.37051627 1.09675926] [1.60537087 1.10185185]] Absolute Error : 0.037544433![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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